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**PL/SQL**

**TOPICS**

1. introduction
2. composite data types
   1. %type attribute or anchor data types
      1. %type
      2. %row type

User defined or temporary data types

* + 1. Record type or pl/sql record
    2. Index by table or pl/sql table or associate array
  1. User defined or permanent data types
     1. Objects
     2. Varrays
     3. Nested tables/ pl/sql table

1. Blocks
   1. Unnamed or anonymous block
   2. Named or stored procedures
   3. Labeled blocks
2. Control statements or control structures
   1. Sequential (default)
   2. Conditional (if, case)
3. Cursors
   1. Implicit
   2. Explicit
   3. Ref cursor
4. Exceptions (To handle run time errors)
   1. predefine
   2. user define
   3. non predefine
5. stored procedure
   1. procedures
   2. functions
   3. packages
   4. triggers
6. pragmas
7. no copy
8. forward declaration
9. bulk collect & bulk bind
10. mutating triggers
11. dynamic sql (execute immediate)
12. table function
13. advanced topics

* This is a procedural language or programming language
* It consist of unit blocks
* Makes the application design easy
* Provides security and is portable
* It is used to handle multiple statements
* To define our own logics we use Pl/sql
* It supports control statements like IF conditions, Loops, go to.. etc.
* By using pl/sql we can handle runtime errors
* Explicitly we can define our own cursors in pl/sql. It allows Boolean data types
* PL/SQL has tight integration with oracle data types.

**Blocks:**

**Unnamed Blocks:-**

**Syntax:**

Declare

begin

code;

Exception

End;

Optional (declarative section)

Mandatory (Executable Section)

Optional (Exception Section)

Declare

begin

code;

Exception

End;

Optional (declarative section)

Mandatory (Executable Section)

Optional (Exception Section)

**Declarative Section:-**

* We use declarative section to define variables, constants, cursors, exceptions, etc.,
* We have to define the things in declarative section which are not understand by PL/SQL engine which is optional?

**Excitable Section:-**

* Here we define or we provide coding path
* Execution takes place in executable section which is mandatory
* It starts from begin to end

**Exception section:-**We use exception section to handle runtime errors and which is optional

**Nested Blocks:** Block within another block is called nested block

Declare

begin

Exception

End;

Inner block

Declare

begin

code;

Exception

End;

Outer block

or

Enclosing Block

Declare

begin

Exception

End;

Declare

begin

code;

Exception

End;

or
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**Example:-**

**1. Write a program to display the message on to the screen?**

begin

dbms\_output.put\_line('hello welcome to pl/sql');

dbms\_output.put\_line('this is Narayana Reddy');

end;

**Output:-**
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**Using ‘NULL’ as a statement:-**

Begin

NULL;

End;

pl/

sql

procedure successfully completed

Begin

End;

o/p

not coming w/o using stmt.

Begin

NULL;

End;

pl/

sql

procedure successfully completed

Begin

End;

o/p

not coming w/o using stmt.

2 Using Constant:**-** We don’t change modifications in entire block

Declare

A constant number (5,3) := 3.142;

B number (5) := 100;

Begin

B:=50;

Dbms\_output.put\_line(a+b);

End;

**Output:**
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3. Change output automatically by using the program

Declare

A number (5): = &n;

B number (5):= &m;

Begin

Dbms\_output.put\_line (a+b);

End;

4. Write a program to calculate the area of the circle by knowing the radius

declare

a number (5,3);

r number (5) := &n;

p constant number (5,3) := 3.142;

begin

a:=p\*power(r,2); (or you can use p\*r\*r)

dbms\_output.put\_line('Area of the circle '||a);

end;

/

**Out Put:**
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Nesting of comments is not possible

**Ex:-**

/\*

Stmts

/\*

Stmts

\*/

stmts \*/

**2) Composite datatypes**

**a) %type**

**Ex:-**Write a program to retrieve and display the employee name by providing employee number?

declare

vno number(5):=&n;

vname varchar2(10);

begin

select ename into vname from emp where empno = vno;

dbms\_output.put\_line('employee name'||vname);

end;

/

**Output:-**
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* It is used to provide column data type to a variable.
* No need to remember the column data type
* It is dynamic in nature

**Syn:**Variablename tablename.columnname%type;

**Ex:-**variable emp.ename%type;

declare

vno emp.empno%type:=&n;

vname emp.ename%type;

begin

select ename into vname from emp where empno = vno;

dbms\_output.put\_line('emplooyee name is'||vname);

end;/

**Output:**

![](data:image/png;base64,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)

**Disadvantage:-** Not possible to store entire record

**b) %row type:** It assigns the entire column data types of a table. Useful to store entire record.

Syn:- Variable tablename%rowtype;

Ex:

declare

vno emp.empno%type:=&n;

vrow emp%rowtype;

begin

select \* into vrow from emp where empno = vno;

dbms\_output.put\_line(vrow.ename||' '||vrow.sal);

end;

/

**Output:**

![](data:image/png;base64,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)

**Disadvantage:-** by using %rowtype it is not possible to store table record along with user data or user information

**4. CONTROL STATEMENTS**

Control flow

1. if statement
2. case statement

1. If condition:

**Syntax:-**

if condition then

Do1; (stmts)

Else if condition then

Do2; (stmts)

Else do3; (stmts)

End if;

2. Nested if:

**Syntax:-**

If condition then

Do1;

If condition then

Do3;

Else

Do4;

End if;

Else

Do2;

End if;

**Ex:-**

declare

v number(5) :=&n;

begin

if v>1000 then

dbms\_output.put\_line('hellow given number is > 1000');

else

dbms\_output.put\_line('number is < 1000');

end if;

end;/

**Output:-**

![](data:image/png;base64,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)

**Case:**

1. Simple case
2. Search case

**Syntax:**

Case [columns/expressions]

When condition then

Do1; (stmts)

When condition then

Do2; (stmts)

When condition then

Do3; (stmts)

Else

Do4; (stmts)

End case;

**2. Search case:**

**Ex:-**

SELECT sal,CASE WHEN sal =5000

THEN'A'

WHEN sal >=3000

THEN'B'

ELSE'C'

ENDCASE,job, deptno

FROMemp

**Output:**

**![](data:image/png;base64,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)**

**Ex:-**

SELECTSUM(CASE

WHEN sal =5000

THEN sal

WHEN sal >=3000

THEN sal

ELSE sal

END

) sum\_sal

FROMemp

**Output:**
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**Ex:-**

Declare

vsal emp.sal%type;

vno emp.empno%type:=&n;

begin

select sal into vsal from emp where empno = vno;

case when vsal = 5000 then

dbms\_output.put\_line('sal = 5000');

when vsal >= 3000 then

dbms\_output.put\_line('sal = 3000');

else

dbms\_output.put\_line('sal < 3000');

end case;

end;

/

**Output:**
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**Note:-** In the absence of else part if all of the conditions are false then it throws on an error i.e. case not found. (it throws err ORA-06592, pls check below o/p)

**Ex:-**

declare

vsal emp.sal%type;

vno emp.empno%type:=&n;

begin

select sal into vsal from emp where empno = vno;

case

when vsal > 5000 then

dbms\_output.put\_line('sal = 5000');

when vsal > 6000 then

dbms\_output.put\_line('sal = 6000');

end case;

end;

/

**Output:**

![](data:image/png;base64,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)

**Simple case:-** It is not allow special operators

Ex:-

declare

vsal emp.sal%type;

vno emp.empno%type:=&n;

begin

select sal into vsal from emp where empno = vno;

case vsal

when 5000 then

dbms\_output.put\_line('sal = 5000');

when 3000 then

dbms\_output.put\_line('sal = 3000');

else

dbms\_output.put\_line('sal < 3000');

end case;

end;

/

**Output:**

**![](data:image/png;base64,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)**

**c) Iterations:**

**Loops:-** to execute the same statement or coding for repeated times we use loops

1. Simple loop
2. While loop
3. for loop
   1. Numeric for loop
   2. Cursor for loop
4. **Simple loop:-** it is an infinite loop explicitly we have to stop the loop. It is uses in blocks.

**Syntax:-**

Loop

Code;

End loop;

Ex:-

Begin

Loop

Exit [when condition];

Code;

End loop;

End;

**Ex:-** Write a program to display 1 to 10 numbers

declare

x number(5) :=1;

begin

loop

exit when x > 10;

dbms\_output.put\_line(x);

x:=x+1;

end loop;

end;

/

**Output:**

**![](data:image/png;base64,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)**

**Ex:-** To display 1 to 5 numbers

declare

x number(5) :=1;

begin

loop

if x > 5 then

exit;

end if;

dbms\_output.put\_line(x);

x:=x+1;

end loop;

end;

/

**Output:**

**![](data:image/png;base64,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)**

**Ex:-**

SELECT deptno,SUM(NVL(sal,100)) sum\_sal

FROMemp

GROUPBY deptno

HAVINGSUM(sal)>200

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIkAAABrCAIAAADMyjYXAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsQBiC4+owAABN9JREFUeF7tXNuS6yAMO93//+eeZNKhFDAYIht3qj7tNEYICcwldB/P5/MfPyEV+AvJiqROBehN3H5Ab+hNXAXiMuO4ievNI6eWr9kej49HR9j1tPg+FenHF2E1lGa5mFfRAczBm2GSG038K/h6VOujob1s/mvcNHW/2KRP4WJR5Aq7YvK/+0KkyNraomBSR6K6LEGhfo2fuA1J3uRQFH/nNKM25y1HUdd4n9c7q2mOb90nOpr4zTezAhWk17rOUeqoV5N51vBRva2JM/DmaNj1qTNMnYI7RCEth4BYkwS6NfCmOdnk85CeiqbzDtF22dPsoEO2NwP8clqxzlnmPWvPbJ9o4utnuOV21QXf3kzlKCADJZR1z7XGVzYzD3t5IxmT5pubM3nNLHVPZZ+Q4mdxJI3WcOz0OXiq1jALnrPIfQVc55v7dH8K4bfGjZSZZ9cLPl3kt7zx0RRVC3MaSkk8Dr3Ba4pCpDcoJfE49AavKQqR3qCUxOPQG7ymKMTy8D+dSCrfScPjpYbt4jNbL8oYntkAlcRDMafhNUUh0huUkngceoPXFIVIb1BK4nHoDV5TFCK9QSmJx6E3eE1RiPQGpSQeh97gNUUherz3HN7Pvxrj9mJY4tO58dMvYsTffNx07npvuQa+UKlUZAFqakiZe6NhA7/8pqm0EyPdI5R4GvE392bLbdWb3gQpbu7N1c7UE5uTittMc1N0iacRfydvOr9PM0oIkg3F3doUNrz665zQDmLm3gS8A56n2aLL52ydO03dmcy9GaYRo4TQr7ceJemXRolPQcw5oZ0TgYM0Yfc3Uttr57bsbzy8GQ4dBjQV2J/TaIykAL2J2zfoDb2Jq0BcZhw3cb3xWKftXUM3N/xNSsMv83cB0n1PoNXm3uTSFDJ1HqFamBTMtzLNejVkNDEo5h5nNhquFqcjmrOiqXqHB26alk7FmM83u94RSP/tRXOWM6WgXbC5N5qDXodzo6aCeb3p7878VPO8RufU+NN76eRNJyEYNWwoQVFvcy7sgBRnoxat8PDGP1MPjemLXjzdxd/cm2HDIiS0O14OG7gM7rSGzvnVy9l837DcEqngzf3NAatHwJI39wZL96fQzHPaT6mJbSy9weqJRKM3SDWxWPQGqycSjd4g1cRi+a3Tdq1Ea73yPXxxVFOv9esNv9sewMkb/Vk9tutJxqTbnUdA85QsfT88bepD3WmOeU7THAVaHEYti7Kwzzfib+7N2ln9srLKgkZqKmtXhpl7o+HheaRm8S7AiP9+b5y7MPxdgB3//d5oBpZFTH8JYFHjLOZ+b4wSwqwQw3hpjWDH32kNfbQ8+P5mjWFzqzS0WRng542SEMOSAvtzGs2QFKA3cfsGvaE3cRWIy4zjht7EVSAuM44behNXgbjMOG7oTVwF4jLjuKE3cRWIy4zjht7EVSAuM44behNXgbjMOG7ozacCmguFcTXzYsZx46X0fD30Zl4zrxLnXQ7pskjnvv3Ny10Ld469BAlUz1+SKb8PfxCUvpe4F8UDNfFrqXzktJv/e4b2YLvBH1ZQLBq2qV+Hdo4brKBYtK8TFEj4ldOAgnKeR9nznm8g9tAYlDEHzrlOQ/2ChMYAjTmXymv7m5zEwo9R6aLGxfHvCCx0tMDUtPa7YsZnNpB56LtECcL2P7PmJ6EpjtUtAAAAAElFTkSuQmCC)**

**While loop:-** It is a pre conditional loop

**Syntax:-** While condition loop

Code;

End loop;

**Ex:-** to display 1 to 10 numbers

declare

a number(5) := 1;

begin

while a <=10 loop

dbms\_output.put\_line(a);

a:=a+1;

end loop;

end;

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVMAAADkCAIAAACqkVBaAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsMB2mqY3AAAC3dJREFUeF7t3U3WozgWhOH+ejs1qGHtf1bDGtR+sjlNHgyysMWvMfHkKNMJkuK9N5AQIP38+8/ff/z513/u8ufn56eT8uvXr7sIogOBQwj895BSP1Qo238IvGq/j8CtnN919Xr778tBLf4EgVs5/xMA1YnAVxLg/K8Mm0YjsJEA528E6HQEvpLAw/nd9NjwZyyl+nv/47Piud9b2Gw5t6V8xyCAwEDgt/OHWfF+hmxw9dzvcwSL04FGAIFrEqiM9jfOkK8zvwdy18wPrborgd/OX2dXPf9d04Ku2xN49PkfNL8O//Z5RuDVCExG+zuan5mvFmntQWBMoLzP38X8i2y/6GDBQwCBXQg85varT+lW1MHJK6A5BYGTCZQzfIVvhyFA1c/Pj/qX2n7p8SfTUR0CdyUwmeHrn+cVH71UH/INRxanbHwieFfKdCFwNQKtb+/ucv//LN6V4moJoT0hBFqd3+Hg0pCcIDOBwALnJ+CgEYEQApwfEmgyEZgQ4HwJgUAigdL5PpVNzAKa8whMnL/Xyzx5GClG4MsI7P8O35cB0FwEIgk83uHz0C4yAYgOJWCGLzTwZIcT4PzwBCA/lADnhwae7HACnB+eAOSHEuD80MCTHU6gsiaPrenCc4L8BAL6/IQo04hASYDz5QQCiQQ4PzHqNCPA+XIAgUQCnJ8YdZoReL+XLkYIIHA/Am/20r2fYIoQQKAjYLQvDRBIJDD5SjcRAM0IRBKorMbVcfAaX2QyEB1EoLIaF9sHxZ/UVAKTuX29fWoa0B1HoJzbjwNAMAKRBMrR/rA9biQNohFIIVCuwFndTjcFBp0IxBDwPD8m1IQiMCLA+dIBgUQCnJ8YdZoR4Hw5gEAiAc5PjDrNCPhKVw4gkEjAV7qJUacZAaN9OYBAIgFf6SZGnWYEKm/vdlB8riczELg3gYnz+1d3O8Hd2/v3lk0dAuEEHjN83B6eCuRHETDDFxVuYhH4TeAxw9cP8vue332+BEHg3gQeff7wfS7b3zvk1CHQETDalwYIJBLg/MSo04wA58sBBBIJcH5i1GlGgPPlAAKJBMqvdBMZ0IxAHgF9fl7MKUag+lRveJ8HHwQQuCsBff5dI0sXAq8IcL78QCCRgH31EqNOMwL1lTk6Lj7alRwI3JhAZV+9Xq3vdm4cddIQcJ8vBxBIJFBx/rAmVyIPmhHIIKDPz4gzlQhMCXC+jEAgkQDnJ0adZgQ4Xw4gkEiA8xOjTjMCk/X2+291fLEjLRC4PYHKHjue6t0+6gQiYLQvBxBIJMD5iVGnGYHKFzu+1ZEWCNyeQP2LHea/feAJDCdgtB+eAOSHEiidb0fN0EQgO4xA+Ty/k+/L/LAcIDeRwOzKHIkwaEYghoD7/JhQE4rAiADnSwcEEglwfmLUaUaA8+UAAokEOD8x6jQj4O1dOYBAIoH62ruJJGhGIInAw/ne3kuKO63pBCb76nUwLMiTnhH0ZxCorMnT+z9DPpUIhBIwtx8aeLLDCXB+eAKQH0qA80MDT3Y4gce3euPpPR/qhqcF+bcn8Ojz+8W2Lbl9+5ATiEBHwGhfGiCQSIDzE6NOMwKcLwcQSCTA+YlRpxkBzpcDCCQSsJduYtRpRsDau3IAgUQCdtpIjDrNCLjPlwMIJBIoV+PqGHh1NzERaA4joM8PCzi5CPyfgNW4JAICiQT0+YlRpxkBzpcDCCQSKL/STWRAMwJ5BPT5eTGnGAHf58sBBDIJ6PMz4051OgHOT88A+jMJcH5m3KlOJzB5k6ffWssGO+lJQX8Agcm+esPCu8wfEHoSowkY7UeHn/hYApVv9WJZEI5ADoHJHjud7H6c70PdnAygNJNAeZ/fU3Cfn5kNVOcQKO/z9fY5sac0mYAZvuTo055LwF66ubGnPJmAvXSTo097LgGj/dzYU55MgPOTo097LgHOz4095ckEOD85+rTnEuD83NhTnkzAV7rJ0ac9l4CvdHNjT3kyAaP95OjTnkuA83NjT3kyAc5Pjj7tuQTq7+3n8qAcgQwC9d21fKubEX0qcwlUVuNi+9x0oDyGwOR5foxqQhFIJ1D5SjcdCf0IBBAwtx8QZBIReCLA+ZICgUQCnJ8YdZoR4Hw5gEAiAc5PjDrNCJTOr+6lO+yxawcOGYPAPQi831dv2G+rf8OH+e8ReCrCCTy+z39r6bcHhKMkH4EvIvD4Yqfr0r23+0WR01QEthBYMMPnurAFtHMRuBSBVucb6l8qbBqDwEYCrc7fWI3TEUDgUgRanW+of6mwaQwCGwm8d/7wMG94vLexSqcjgMDHCZTOr87w9z+a/P94tDQAgb0IvO/z96pJOQggcB0CnH+dWGgJAucR4PzzWKsJgesQ4PzrxEJLEDiPAOefx1pNCFyHAOdfJxZagsB5BDj/PNZqQuA6BDj/OrHQEgTOI8D557FWEwLXIcD514mFliBwHgHOP4+1mhC4DgHOv04stASB8whw/nms1YTAdQhw/nVioSUInEeA889jrSYErkOA868TCy1B4DwCnH8eazUhcB0CnH+dWGgJAucR4PzzWKsJgesQ4PzrxEJLEDiPwGRfvWHP3KH+6ta6ReuKY+Y23q3+3lL+eTDaavrGNrcp23pU+57Li5Jka7MOOL9d6SIrVVt6UL5N+vxhdd3VO+rMbbxrQ94D0u9aRY5D/HZ3hrl1nL9lfedvaeeLFNk62n+xCP8RdMbX2vHlaXxd3DIG6Ui97Y7GNOfqXdGeuSBVJa8o/62u4nL/GvXz8PBtf7Wl73qht4Xbc8heJMlzXY1i+1rmxrbF/xZjgWc4iypd0QlsdX5R5bAtx4qmtJ/yYmzynL5dsc/HLx2bFMe3N7WxPS/Sd2h/y5V0o66htUUHPvThc7+3AznnyKUc+lb1Mp9zuH0sPFfvALDYt6KxnUdAmzh/uPC8Ha0NF7CB1NC4c8w/18Os2BGkxVHr0Hc8V7RnXV3PZ505oh5fMrb07XtpH5dzXHyPaO1pZVbu8xtt/6KJnzL/9paPh2TbYzDXnnZvDCTbT1nR7OfC5+p9/ft4eLKiGbc5ZWmwlh6/C6j1o/1hoFJtx6fMvwuUoaPe61JStGpR+eNRQ3HvsIvYubuJuXpPaM9euj5VzqL4zvE/uvHrnT833j4oO48D8ZEr7nFyhpLndN1V7xzS++ndZfKvyfnP05VzHf54NDieApj7fTy6bo9Q+3zE0va0jHKLe8jun+0tXzp6L8iPJ4qq9e6ld67eud/nXFe0p3pVGtOb+/vr/HmufSmHoYTqKO8531raWXSB1dAvzbcdO4yff//5+48//1pa4uuh/ovSVp84XCPGF5SlzXb8txPYmD9L5Z9c3dLmbTm+qc+vXlPX3QN/9f3/FtDO3U7gxj7cDmdpCSudv7SaYoS87qqxpVLnfi+B8W2tzNkrjh9w/pam97OmW0pw7tcRWDpVvqPAG+fblzl/x6AqCoFkApyfHH3acwlwfm7sKU8mwPnJ0ac9lwDn58ae8mQCnJ8cfdpzCXB+buwpTybA+cnRpz2XAOfnxp7yZAKcnxx92nMJcH5u7ClPJsD5ydGnPZcA5+fGnvJkApyfHH3acwl80vnti1jlxodyBI4h8EnnH6NIqQgg8J4A579n5AgE7kfg4fznBXZ7tdXfreh8v1SgKIrAYxftTvaw9tCwYPCw5mHjypmNh0UhJhaBCxKojPY3rj3G/BcMsyYhUBD47fx97bpvaWKGAAK7E3j0+fvadd/SdpetQATCCZR76fZTetuh2BRhO0MlIHAcgfI+f5e+mu2PC5iSEdiFwGNuf5eufhgy2A9jl/AoBIGDCJQzfEV3/XoP0/Y9dg9qvWIRQGAdgckM37CN0bis6kO+8YZH4wM2PhFcp8FZCCCwlEDr27u73P8vbZzjEUDgIAKtzu+q158fFAPFInA+gf8BE0iDthml8nIAAAAASUVORK5CYII=)**

* Write a program to display tables from 1 to 10 by using simple loop

**Ex:-**

declare

x number(5) :=1;

y number(5) := 1;

begin

loop

y:=1;

loop

dbms\_output.put\_line(x||'\*'||y||'='||x\*y);

y:=y+1;

exit when y>10;

end loop;

x:=x+1;

exit when x>10;

end loop;

end;

/

**Output:**

**![](data:image/png;base64,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)**

It will print 1 to 10 tables;

* Write a program to reverse the give string by using simple loop (without using reverse function)

**For loop:**

**Syntax:**

For var in [reverse] val1..val2 loop

Code;

End;

**Ex:-**Begin

For I in 1..10 loop

Dbms\_output.put\_line(i);

End loop;

End;

**Ex:-**

Begin

For I in reverse 1..10 loop

Dbms\_output.put\_line(i);

End loop;

End;

**Continue:** (11g introduced)

**Syntax:** Continue [When condition];

* It is a 11g feature. Which is used in loop (in any loop)
* Continue statement skips the current iteration

**Ex:-**

Begin

For I in 1..10 loop

Continue when i>5;

Dbms\_output.put\_line(i);

End loop;

End;

**Ex:-**

Begin

For I in 1..10 loop

If I <5 then

Continue;

End if;

Dbms\_output.put\_line(i);

End loop;

End;

**CURSORES**

* Oracle will make use of internal memory areas (implicit cursors) for sql statements to process the records
* This memory areas will be defined in a area called SGA (system global area)
* Oracle allows to provide our own memory areas (explicit cursors) to get control over each of the record

**Definition:-**It is a pointer pointing towards the arranged data in a context area

In explicit cursors user has to declare, open, fetch and close the cursors. Whereas in the case of impolicit cursors system has to look after all this functionalities.

**Cursor functionalities:**

**Step 1:** Declaring the cursor

**Syntax:-**cursor cursor\_name is select …

**Step 2:**opening a cursor

**Syntax**: open cursor\_name

**Step 3:** Fetching records into variable from cursor

**Syntax**: fetch cursor\_name into variable;

**Step 4:** closing cursor

**Syntax:** close cursor\_name

**Cursor Attributes**

1. Cursor\_name%isopen;
2. Cursor\_name%found;
3. Cursor\_name%notfound;
4. Cursor\_name%rowcount;
5. Cursor\_name%bulk\_rowcount;
6. Cursor\_name%bulk\_exception; (save exception 11g)

Cursor\_name%isopen: returns true if cursor is opened else false

Cursor\_name%found: returns true if records are found else false

Cursor\_name%notfound: reverse to the found

Cursor\_name%rowcount: returns number of records fetched to that state

**Example for explicit cursor:**

Declare

Cursor c is select ename for emp;

Vname c%rowtype;

Begin

Open c;

Loop

Fetch c into vname;

Exit when c%not found;

Dbms\_output.put\_line(vname.ename);

End loop;

End;

**Ex:** Declare

Cursor c is select ename for emp;

Vname emp.ename%type;

Begin

Open c;

Loop

Fetch c into vname;

Exit when c%notfound;

Dbms\_output.put\_line(vname);

End loop;

Close c;

End;

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Cursor event |  | %isopen | %found | %notfound | %rowcount |
| Open cursor | Before | F | E | E | E |
|  | AFTER | T | N | N | O |
| 1ST FETCH | BEFORE | T | N | N | O |
|  | AFTER | T | T | F | I |
| 2ND FETCH (FETCHES) | BEFORE | T | T | F | I |
|  | AFTER | T | T | F | DD |
| LAST FETCH | BEFORE | T | T | F | DD |
|  | AFTER | T | F | T | DD |
| CLOSE CURSOR | BEFORE | T | F | T | DD |
|  | AFTER | F | E | E | E |

E -> Exceptions DD -> data dependence

In for loops no need to open fetch and close the cursors. It happens through for loop

**For loop cursors:**

Declare

cursor c is select ename for emp;

begin

for I in c loop

dbms\_output.put\_line(i.ename);

end loop;

end;

**Parameterised Cursors:**

In cursors we use “In” parameters

**Ex:**

Declare

Cursor c(x emp.deptno%type) is select ename from emp where deptno = x;

Vname emp.ename%type;

Vno number(5):=&n;

Begin

Open c(vno);

Loop

Fetch c into vname;

Exit when c%notfound;

Dbms\_output.put\_line(vname);

End loop;

Close c;

End;

**Using for loop:**

Ex:

Declare

Cursor c(x emp.deptno%type) is select ename from emp where deptno = x;

Begin

For I in c(vno) loop

Dbms\_output.put\_line(i.ename);

End loop;

End;

**Static cursors:**

we can open the cursor n no.of times

Ex:-

Declare cursor c is select ename from emp;

Vname emp.ename%type;

Begin

Open c;

Loop

Fetch c into vname;

Exit when c%notfound;

Dbms\_output.put\_line(vname);

End loop;

Close c;

Open c;

End;

**a) Implicit Cursors**

Declare

Vno emp1.deptno%type:=&n;

Begin

Delete from emp1 where deptno = vno;

If sql%rowcount >3 then

Dbms\_output.put\_line(sql%rowcount||’employees not possible to delete’);

Rollback;

Else

Dbms\_output.put\_line(sql%rowcount||’employees possible to delete’);

Commit;

End if;

End;

We use implicit cursors to find out the status of DML operations.

**REF CURSOR**

* Ref cursor is a datatype
* We use ref cursors to handle multiple select statements
* We can pass ref cursor variable to a parameter value

Syntax: type typename is ref cursor;

Var typename;

Ex:-

Declare

Type rec is refcursor;

Vrec rec;

Vemp emp.ename%type;

Vdept dept.loc%type;

Begin

Open vrec for select ename from emp;

Loop

Fetch vrec into vemp;

Exit when vrec%notfound;

Dbms\_output.put\_line(vemp);

End loop;

Close vrec;

Dbms\_output.put\_line(‘++++++++’);

Open vrec for select dname from dept;

Loop

Fetch vrec into vdept;

Exit when vrec%notfound;

Dbms\_output.put\_line(vdept);

End loop;

Close vrec;

End;

**For update cursor:**

* We use for update clause to provide row level locking in a table
* Where current of cursorname
* We use current of cursorname to refer the records of a table which are processed by a cursor
* We mainly use this to simplify the coding path, without for update it is not possible to provide/refer where current of clause

**Ex:**

Declare

Cursor c is select \* from emp1 where deptno = &n for update no wait;

Vrow emp1%rowtype;

Begin

Open c;

Loop

Fetch c into vrow;

Exit when c%notfound;

Update emp1 set sal = 6000 where current of c;

End loop;

End;

**Ref cursors are two types**

1. Strong ref cursors
2. Weak ref cursors

* If you restrict the ref cursor datatype with return datatype such refcursors are called “strong ref cursors”
* In strong ref cursors we have to process the only the records which are compartable to the return datatype.
* In weak refcursors there is no restrictions which means we can process records of variable data types (different data types)

**Ex:-**

Declare

Type rec is ref cursor return emp%rowtype;

Vrec rec;

Vemp emp%rowtype;

Vdept dept%rowtype;

Begin

Open vrec for select \* from emp;

Loop

Fetch vrec into vemp;

Exit when vrec%notfound;

End loop;

Close vrec;

Dbms\_output.put\_line(‘++++++’)

Open vrec for select \* from dept;

End;

**Cursor expressions:**

**EXCEPTIONS**

Basically or generally errors are of two types

1. Syntactical
2. Runtime

* We will get syntactical errors ar compilation time they itself we can rectify the compilation errors
* To handle the runtime errors we use exceptions
* Types of exceptions

User defined

Pre-defined

Non predefined

* In user defined exceptions user has to declared the exceptions, raise and the handle the exceptions
* We handle the errors in exception section by using exception handlers
* Whereas in the case of predefined manufacturer as to define system has to raise and user as to handle

**Syntax**

Declare

Exceptioname exception;

Begin

Raise exceptionname;

Exception

When exceptionname then

When

Exception then

End;

**Predefined Exceptions**

**Ex:-**

Declare

Vno emp.empno%type :=&n;

Vname emp.ename%type;

Begin

Select ename into vname from emp where empno = vno;

Dbms\_output.put\_line(‘hello’);

Exception

When too\_many\_rows then

Dbms\_otuput.put\_line(‘more than one row’);

When no\_data\_found then

Dbms\_output.put\_line(‘no such employee’);

When others then

Dbms\_output.put\_line(‘other error’);

End;

|  |  |
| --- | --- |
| Oracle Err # | Exception name |
| NO\_data\_found | 100 |
| TOO\_MANY\_ROWS | -1422 |
| CASE\_NOT\_FOUND | -6592 |
| INVALID\_NUMBER | -1722 |
| VALUE\_ERROR | -6502 |
| CURSOR\_ALREADY\_OPEN | -6511 |
| INVALID\_CURSOR | -1001 |
| ZERO\_DIVIDED | -1476 |
| DUP\_VAL\_ON\_INDEX | -0001 |
| COLLECTION\_IS\_NULL | -6531 |
| SUBSCRIPT\_BEYOND\_COUNT | -6533 |
| SUBSCRIPT\_OUTSIDE\_LIMIT | -6532 |
| PROGRAM\_ERROR | -6501 |
| STORAGE\_ERROR | -6500 |
| LOGIN\_DENIED | -1017 |
| MEMORY\_ERROR |  |
| SELF\_IS\_NULL | -30625 |
| ROWTYPE\_MISMATCH | -6504 |
| NO\_DATA\_NEEDED | -6548 |
| OTHERS |  |

**User\_defined exceptions:**

Declare

Ex exception;

Vno emp.empno%type :=&n;

Vrow emp%rowtype;

Begin

Select \* into vrow from emp where empno = vno;

If vrow.comm is null then

**CASES IN EXCEPTIONS OR EXCEPTIONAL CASES**

**CASE: 1**

DECLARE

----------------;

BEGIN

----------------;

EXCEPTION

WHEN OTHERS THEN;

----------------------------------;

WHEN EX THEN;

---------------------------------;

END;

**NOTE:** It throws an error. Others should not be at first in the list of exceptions. It should be always at last among exceptions.

**CASE: 2**

DECLARE

----------------;

BEGIN

----------------;

EXCEPTION

WHEN EX1 OR EX2 THEN;

---------------------------------------;

END;

**NOTE:** It is possible to mention the exception in series by separating with ‘OR’ operator.

**CASE: 3**

DECLARE

-------------

BEGIN

-------------

EXCEPTION

WHEN EX1 OR OTHERS THEN;

-----------------------------------------------

END;

**NOTE:** It is not possible to mention the exception in series by separating with’OR’ operator.

**CASE: 4**

DECLARE

----------------;

BEGIN

----------------;

EXCEPTION

WHEN EX1 AND EX2 THEN;

------------------------------------------;

END;

**NOTE:** It is not possible to mention the exception in series by separating

with AND operator.

**CASE: 5**

DECLARE

------------------

BEGIN

BEGIN

RAISE EX;

EXCEPTION;

WHEN EX2 THEN;

END;

EXCEPTION

WHEN EX THEN;

END;

**NOTE**: Exceptions raised in inner block can be handled in the outer

block. This is called as EXCEPTION PROPAGATION.

**CASE:6**

DECLARE

---------------;

BEGIN

RAISE EX2;

BEGIN

RAISE EX;

EXCEPTION

WHEN EX2 THEN;

END;

EXCEPTION

WHEN EX THEN;

END;

**NOTE:** Exception raised in outer block cannot be handled in inner block.

**CASE: 7**

DECLARE

----------------

BEGIN

BEGIN

RAISE EX

EXCEPTION

WHEN EX THEN;

--------------------------

RAISE

WHEN EX THEN;

-----------------------;

END;

EXCEPTION

WHEN EX THEN;

-------------------------;

END;

**NOTE**: Exception raised in exception section cannot be handled in the same block exceptional section. But possible to handle outer bock exceptional sections which is also called as EXCEPTION PROPAGATION

**CASE: 8**

DECLARE

---------------

BEGIN

DECLARE

V NUMBER (2):=12345

BEGIN

----------------

EXCEPTION

WHEN VALUE\_ERROR THEN

----------------------------------------;

END;

EXCEPTION

WHEN VALUE\_ERROR THEN

------------------------------------------;

END;

**NOTE:** Exceptions raised in declarative section cannot be handled in same block exception sections.

**TRACING AN EXCEPTION**

DECLARE

BEGIN

SELECT...................................;

SELECT...................................;

SELECT...................................;

SELECT...................................;

SELECT...................................;

SELECT...................................;

EXCEPTION

WHEN NO\_DATA\_FOUND THEN

-------------------------------------------------;

END;

**NOTE:** In above case we are not able to identify in which select statement the exception has occurred. so to overcome this situation we writ as follows

DECLARE

----------------- ;

BEGIN

DBMS\_OUTPUT.PUT\_LINE('H');

SELECT............................................;

DBMS\_OUTPUT.PUT\_LINE('A');

SELECT............................................;

DBMS\_OUTPUT.PUT\_LINE('R');

SELECT............................................;

DBMS\_OUTPUT.PUT\_LINE('I');

SELECT............................................;

DBMS\_OUTPUT.PUT\_LINE('S');

SELECT............................................

DBMS\_OUTPUT.PUT\_LINE ('H');

EXCEPTION

WHEN NO\_DATA\_FOUND THEN

END;

**NOTE:**

* If we get only 'H' as output then in first select statement the exception has occurred.
* If we get 'H','A' as output then in second select statement the exception has occurred.
* If we get 'H' ,'A','R' as output then in third select statement the exception has occurred.
* If we get 'H' ,'A','R','I' as output then in fourth select statement the exception has occurred.
* If we get 'H' ,'A','R' ,I','S' as output then in third select statement the exception has occurred.
* If we get 'H' ,'A','R','S',H' as output then there are no error in select statements.

**STORED PROCEDURE/ (NAMED BLOCKS)**

* They are the stored programs which get stored in DB as a DB object.
* Re-usability is possible in terms reduces the redundancy.(avoids code repetetion)
* Primarily (initially) we have two types of stored procedures.

1. Application stored procedures: They are application specific.
2. Database stored procedure:
3. Procedures
4. Functions
5. Triggers
6. Packages

Mostly we use these and cursors,loops and also TCL commands.

**Usages of stored procedures:-**

1. Portability
2. Security/data hiding
3. Encapsulation
4. Modularity
5. Scalability
6. Easy maintenance
7. Enhancing performance
8. Makes application design easy
9. Monitoring application

**Tables regarding with stored procedure:-**

1. User-arguments
2. User-dependencies
3. User-object
4. User-source
5. User-trigger
6. User-procedures

**Procedure:-**

* It is program unit (or) PL/SQL block which takes the parameters.
* In the procedure we attach header to the PL/SQL block.
* Procedure is a program unit which is used to execute statements.
* It acts as procedural statements and we use it for statements executions (more often).
* It is a stored program unit.
* **A procedure has to be four sections:-**

They are:

1. Header section
2. Declarative section
3. Execution section
4. Exception section

**Syntax:-**create [or replace] procedure <procedure\_name> (Para)[authid\_user definer/current\_user] is

begin

-----------------------

Exception

-----------------------

End [procedure name];

**Note: -**In the above syntax “is” represents standard alone procedure.

**Calling procedure:-**

* SQL/Plus
* SQL developer(new tool)
* Blocks
* Unix
* Front end applications(apps)
* Web applications

**Parameters:-**

Basically parameters of 3 types ate:

1. IN (read)
2. OUT (write)
3. INOUT (read and write)

**Procedure without any parameters:-**

create or replace procedure p is

begin

DOPL(‘hello’);

end p;

**procedure created**

Desc p;

Procedure p

**Calling in SQL\*plus:-**

Exec p;

**Calling in blocks:-**

begin

P;

end;

**procedure with ‘IN’ parameter:-**

Create or replace procedure p(X in number) is V number (5);

begin

v:=X+5000;

DOCL (V);

End;

Note:-

Number (5) is invalid because if you define size it will throw error.

**SQl\*Plus:-**

**Calling environment:**

Var a number;

We will declare this variable in executable section.

Exec:a:=1000;

Here assigning value to variable(a), from this variable(a) to I am sending value to’X’.

Exec p(:a);

Here calling the procedure.

declare

a number:=&n;(calling in blocks)

begin

p(a); (this is calling environment)

end;

**Note:-**

x number;

x In number

above both two statements are same and ‘In’ is default parameter.

Declare

vname varchar2(10):=&n;

a number(5);

begin

select sal into a from emp where ename=vname;

p(a);

end;

**create or replace procdure p(X number, Y number) is vname varchar2(10);**

begin

select ename into vname from emp where empno=X and sal=Y;

DOPL(‘employee name’||vname);

end;/

**-procedure created.**

declare

Vno number (5):=&n;

Vsal number (5):=&m;

begin

p(vno,vsal);

end;

**SQL/Plus:-** Calling environment

var a number;

var b number;

exec :a:=7839;

exec :b:=5000;

exec p(:a,:b);

**procedure with ‘OUT’ parameters:-**

Create or replace procedure p(X in number,Y out varchar) is

begin

select ename into Y from emp where empno=x;

end;

**SQL/Plus:-**

var a number;

var b varchar2(10);

exec :a:=7839;

exec p(:a,:b);

print b;

exec DOCL(:b);

**blocks:-**

declare

a number(5):=7839;

b varchar2(10);

begin

p(a,b);

DOCL(b);

end;

**Spool concept:-**

Sql>spool c:/gv.sql;

>select \* from emp;

Sql>spool off;

Sql>spool c:/gv.sql append ; (it will append to previous one)

**Procedure with ‘IN-OUT’ parameters:-**

* create or replace procedure p(X in out number) is

begin

select sal into X from emp where empno=x

end p;

**SQL \* Plus:-**

var a number;

exec :a:=7788;

exec p(:a);

print a;

**Blocks:-**

declare

a number(5):=&n;

begin

p(a);

DOPL(a);

End;

* While creating time we will declare (arguments/parameters eg: X in number) we will call that as “formal parameters”.

**EX:** exec p(:a,:b) these are “actual parameters”.

* We will refer the values from actual to formal in three notations:

1. Positional notation; (based on position value will be referred).
2. Named notation; (by using names (formal parameters) we can implies the value)
3. Mixed notation.

create or replace procedure p(X number, Y number, Z number) is

begin

DOCL(X||’ ‘||Y||’ ‘||Z);

end;

/

-Procedure created.

**Positional notations:-**

Exec p(100,200,300);

**Named notation:-**

Exec p(Z=>300,Y=>200,X=>500);

**Mixed notation:-**

**Note:-**In mixed notation, named notation has to follow positional ` notation.P(100,200,Z=>300);

P(100,Y=>200,300);

P(100,Y=>300,X=>400,Z=>200);

In the above statements first will be valid remaining are in-valid because here we are assigning values in two times to ‘X’.

* values get referred from actual to formal and formal to actual in two methods they are:

1. Reference method; (enhances performance).
2. Copy method; (or) (pass by value method).

* By default ‘In’ parameter takes the values through reference method which is faster than the copy method and desirable, where as in the case of out and in out parameters values get passed through copy method. Which degrades
* the performance, so to avoid this thing we have a reserved word called ‘No Copy’ which is introduced from 9i onwards.

**No copy:-**

* we mention No Copy for Out and InOut parameters so, to take the values through reference method (which in turn) accelerates/alters the performance.

**Note:-**Mentioning NOCOPY to the ‘IN’ parameters throws an error.

**Eg:-** Create or replace procedure p(X number, Y out nocopy number) is

Begin

Y:=X+1000;

End p;

**Note:-** Here ‘nocopy’ is reserved word or key word.

**SQL\*Plus:-**

Var a number;

Var b number;

Exec :a:=100;

Exec p(:a, :b);

Print b;

* Once we pass the value to ‘In’ parameter throughout the program we can’t vary the value.

**Note:-** Always ‘In’ parameters should not be at left side of assignment operator which means ‘In’ parameters acts as a ‘constant’ in the scope of program.

Create or replace procedure p(X in number, Y out number) is

Begin

X:=200;

Y:=X+100;

End;

* Exec p(100,:b)

**Local subprograms:-**

* They are procedures/functions which are defined in the declarative section named and unnamed blocks.
* We have to call these local programs within the scope of that block.
* It won’t get stored anywhere else on by themselves.

Declare

Procedure p is

Begin local sub programs

DOCL(‘hello’);

End p;

Begin p;

End; Here we won’t mention create/replace.

**Declarative section we will handle these 8:-**

* Variables, exceptions, cursors, constants, data types, programs, defining local programs.

**Forward declaration:-**

* Basically if you want to call a program it has to be get defined very previously.
* Whenever you call a program before defining throws an error.
* For mutual exchange purpose sometimes we have a need to call a procedure before defining.
* To fulfill this requirement we will declare the procedure very previously which is calling before defining.
* If you want to call a procedure before defining you have to declare those procedures vary previously.

Declare

V number (5):=5;

Procedure p2(Y inout number); //forward declaration

Procedure p1(X inout number) is

Begin

If X>0 then

Docl(X);

X:=X-1;

P2(X);//calling

End if;

End p1;

Procedure p2(Y inout number) is //defining

Begin

P1(Y);

End p2;

Begin

P2(v); // calling and executable section first compiler comes here.

First define then call any procedure without defining if

you need to make a call at least we need to declare.

End;

* Create or replace procedure p3 is

(1)

End p3;

Exec p3;

**Note:-**

* A procedure can optionally contain ‘return’ statement but it won’t through any value as in the given eg.

Create or replace procedure p3 is

V number(5):=100;

Begin

DOCL(v);

Return v;

DOPL(v);

End p3;

**Functions**

* They are the PL/SQL program units which allow parameters similar to that of procedures.
* But unlike procedures they return value by default.
* Functions are useful for calculation purpose and for data manipulation purpose (DML).
* Functions makes the queries simple, readable and also enhance the performance.

**Note:-** Providing out and inout parameters’ in functions is not preferable.

**Syntax:-** create or replace function <function\_name> (Para) return datatype [pipelined|aggregate|parallelenabled|deterministic|authiduser] is/as

Begin

Code;

Return statement;

Exception

-----------

End[procedure name];

**Calling functions:-**

1. SQL/Plus
2. Blocks
3. SQl Developer
4. Apps
5. Select statement
6. Objects

**Functions without any parameter:-**

create or replace function fun return number is

v number(5):=&n;

begin

return v; // we can give assign value/exp/literals/collections.

end;

**block:-**

declare

a number(5);

begin

a:= fun;

DOPL(a);

End;

**SQL/Plus:-**

Var a number;

Exec :a:=fun; //where ‘a’ holds the value

Print a;

Create or replace procedure p is

B number(5);

Begin

B:=fun;

DOPL(b);

End p;

Create or replace function f1 return number is

Begin

Return fun;

End f1;

Select fun from dual;

**Note:-** In the return statement we can mention value directly, expression, another function, cursor variables, index by table (collection), Boolean value, and so on…..

**Function with IN parameter:-**

Create or replace function fin(X number) return variable is Vname emp.ename%type;

Begin

Select ename into vname from emp where empno:=X;

End fin;

**SQL/Plus:-**

Var a carchar2(10);

Var b number;

Exec :b:=7788;

Exec :a:=fin(:b);

Print a;

**Blocks:-**

Declare

A varchar2(10);

B number(5):=&n;

Begin

A:=fin(b);

DOPL(a);

End;

Select fin(empno) from emp;

**Create or replace function fn(X varchar2) return number is Vno number(5);**

Begin

Select empno into vno from emp where ename=X;

Return vno;

End fn;

SQL>select fn(fin(empno)) from emp;

Function can contain ‘n’ no of ‘return’ statements but alwaya executes only one return statements.

**Using multiple return statements in functions:-**

Create or replace function f(X number) return number is v number(5):=1000;

Begin

If x>100 then

Return(x);

Else

Return v;

End if;

End;

Create or replace function f return….

Begin

Return X;

Return Y;

End;

* + If control looks first return statement the control automatically comes out of function them it won’t goes to second return statement.
  + DOPL won’t supportsT(or) F

**SQL\*Plus:-**

Var a number;

Exec :a:=F(500);

Print a;

**Function without parameters:-**

**Returning Boolean value from the function:-**

Create or replace function f return Boolean is v number(5):=100;

Begin

Return null;

End;

**Blocks:-**

Declare

A Boolean;

Begin

A:=f;

DOCL(‘value ‘||a);

End;

SQL won’t supports Boolean datatype.

**EX for out:-**

Create or replace function f(X out number) return number is v number(5):=100;

Begin

X:=v+500;

Return v;

End;

**SQL\*Plus:-**

var a number;

var b number;

exec :a:=f(:b);

print a;

100

Print b;

600

**Blocks:-**

Declare

A nmber(5);

B number(5);

Begin

A:=f(b);

DOPL(a||’ ‘||b);

End;

**SQL> select f(:b) from dual;**

**Note:** It is not possible to call the function which are having out and in out parameters in ‘select statement’.

**Function with inout parameter:-**

Create or replace function f(X inout number) return number is v umber(5):=100;

Begin

X: =v+500+X;

Return v;

End;

**SQL\*Plus:-**

Var a number;

Var b number;

Exec: b: =500;

Exec: a: =f (: b);

Print a;

Print b;

**Blocks:-**

Declare

A number (5);

B number (5);

Begin

A: =f (b);

DOPL (a||’ ‘||b);

End;

**Using functions:-**

We can use the functions in the following areas

1. Where clause
2. Start with
3. Connect by
4. Having
5. Group by
6. Order by
7. Select
8. Update set clause
9. Insert value clause
10. From clause

We cannot use the functions in the following areas

1. Default(alter and create)
2. Check constraint

**Restrictions of function:-**

**Functions**

**Select statement** **DML statements**

* In the above diagram select statements DML is not possibls and select is possible.
* In the DML statements DML will not possible on same function table. But it will possible on different function tables.
* In DML statements select possible on different (or) same function table.

**NOTE:-**

* We can use select statement in DML operations.
* Using DML operations in select statements is not passible either directly (or) indirectly.
* Functions/procedures i.e DML
* Select f (DML) from dual;
* Select f (select) //invalid
* Update t1 set val=f(DML(T1)) //invalid
* Update t2 set val =f(DML(T2)) //valid
* Generally SQL statements won’t allow us to call the functions which are having DML operations. If you do so, resulting into error. If you won’t to restrict the user not to provide DML operations in a function which are frequently used in select statements, we need to provide “program restrict reference” while creating a function, in this manner we will eliminate the impurities.

Create or replace function f return number is

Begin

Null;

End f;

**Note:-**

We can define a function without return statement but at the time of calling it throws error as such in above eg.

Var a number;

Exec :a:=f; //throws an error.

**Diff between procedure and function:-**

**Procedure:-**

* Procedure may (or) may not return a value.
* Not passable to call in SQL statements.
* It acts as a PL/SQL statement execution (for statements execution purpose).

**Functions:-**

* By default function returns single value.
* It is possible to call in SQL statements.
* For calculations (or) computing purpose.
* Using functions in select statement will enhance the performance and simplifies the coding.

**Forward declaration:-**

* Basically if you want to call a program it has to be get defined very previously.
* Whenever you call a program before defining throws an error.
* For mutual exchange purpose sometimes we have a need to call a procedure before defining.
* To fulfill this requirement we will declare the procedure very previously which is calling before defining.
* If you want to call a procedure before defining you have to declare those procedures vary previously.

Declare

V number (5):=5;

Procedure p2(Y input number); //forward declaration

Procedure p1(X input number) is

Begin

If X>0 then

Docl(X)

X: =X-1;

P2(X); //calling

End if;

End p1;

Procedure p2(Y input number) is //defining

Begin

P1(Y);

End p2;

Begin

P2 (v); // calling and executable section first compiler comes here.

First define then call any procedure without defining if You need to make a call at least we need to declare.

End;

Create or replace procedure p3 is

(1)

End p3;

Exec p3;

**Note:-**

A procedure can optionally contain ‘return’ statement but it won’t through any value as in the given eg.

Create or replace procedure p3 is V number(5):=100;

Begin

DOCL(v);

Return v;

DOPL(v);

End p3;

**Diff between procedure and function:-**

**Procedure:-**

* Procedure may (or) may not returns a value.
* Not passable to call in SQL statements.
* It acts as a PL/SQL statement execution(for statements execution purpose).

**Functions:-**

* By default function returns single value.
* It is possible to call in SQL statements.
* For calculations (or) computing purpose.
* Using functions in select statement will enhance the performance and simplifies the coding.

**Packages:-**

* It is a container/program unit area which is useful to store related things at one place.
* It provides modularity, scalability, encapsulation, data security, portability, code analysation, debugging the code, tracing the code, profiling the code, location monitoring and so on…

Alters/decreases the redundancy.

**Note:-**

Packages won’t allow parameters, nesting, and calling.

**Packages consist of two parts:**

1. Package specification(PS)
2. Package body

**Package specification:-**

* It is a prototype for package body program.
* In specification we declare variables, cursors, exceptions, procedures, functions and so on…
* This is for information purpose.
* It can exist without body.
* Declaring cursor variables is not possible; defining ref cursor data type is possible.
* A package body can’t exist without package specification but reverse is not so…
* Package specification and body stores in different memory areas.
* PL /SQL objects defined in package specifications are considered as global objects, won’t allow coding part.

**Package body:-**

* It consists of program coding.
* A package body can optionally has executable section.
* Variables and programs which are defined in package body without specifying I package specification are called as local variables, local programs.
* We can drop a package body without dropping package specification

Package specification drops.

**Syntax for package specification:-**

Create or replace package <package\_name> is variables, cursor,exceptions,datatypes……

Declaring procedure,functions…….

End packagename;

**Pragmaautonomytransaction (Tx):-**

It is an independent Tx happens individually irrespective of parent Tx.

**Limitations:-**

* Package specification won’t allow pragma; we can apply for packeged procedures and packages.

Create or replace procedure p is pragma autonomius\_transaction;

Begin

Insert into nestab values(10);

End p;

Create table nestab(sno number(5));

Select \* form nestab;

**Calling environment:**

Begin

Insert into nestab values(11);

P;

Insert into nestab values(12);

Rollback;

End;

**Output:** 10

* While using pragma autonomus Tx we need to mention commit, rollback as mandatory.
* DDl- autocommit commands
* DML- non-autocommit.

Create or replace procedure p is pragma autonomius\_transaction;

Begin

Insert into nestab values(10);

Rollback;

End p;

Begin

Insert into nestab values(11);

P;

Insert into nestab values(12);

Commit;

End;

Select \* from nestab;

**Out put:-**

11

10

12

Create or replace procedure p is

Begin insert into nestab values(10);

Rollback;

End p;

Begin insert into nestab values(11);

P;

Insert into nestab values(12);

Commit;’

End p;

**Out put:**

12

**Note:-**We avoiding mutating error using pragma.atonomous\_transaction.

**Pragma inline:- (11g)**

* Which is used to including the programs(11g).
* Pragma inlining will enhance the performance.

**Deff:**

In lining a program means replacing the procedure call with actual executable code copy of a program.

**Note:-**

Programs which are having static code and frequently used programs (or) subject to the pragma inline(preferrable).

**Syntax:-**

Pragma inline(‘procedure name’,{‘yes/no’});

Declare

Stime integer;

Etime integer;

V number;

Function f(x number) return number is

Begin

Return x;

End f;

Begin

Pragma inline(‘f’,’yes’);

Stime :=dbms\_utility.get\_time;

For I in 1..10000 loop

V:=f(i);

End loop;

Etime:=dbms\_utility.get\_time;

DOPL(etime-stime);

Pragma inline(‘f’,’no’);

Stime:=dbms\_utility.get\_time;

For I in 1..10000 loop

V:=f(i);

End loop;

Etime:=dbms\_utility.get\_time;

DOPL(etime-stime);

End;

**Packages:-**

* It is a container/program unit area which is useful to store related things at one place.
* It provides modularity, scalability, encapsulation, data security, portability, code analysation, debugging the code, tracing the code, profiling the code, location monitoring and so on…
* Alters/decreases the redundancy.

**Note:-**

Packages won’t allow parameters, nesting, and calling.

**Some built-in packages:-**

Dbms-lob-handles lob related values // cannot call package in package

Dbms-fga(11g)-handles fine grain editing. //no parameters

Dbms-lock-to provide locks and latches

Dbms-describe-display the information regarding overload, level and arguments

Dbms-profile-profiling the code

Dbms-monitor-for application monitoring

Dbms-sql-to handle DDl commands in PL/SQL

Dbms-job-for defining and scheduling the jobs

Dbms-DDL

Dbms-transaction-to handle the transactions

Dbms-trace(11g)-tracing the code

Dbms-hprof(11g)-for hierarchical profiling

Dbmssession-session related data

Dbms-metadata-handles the metadata(data to the data)

Utl-file-for file handling

Dbms-utility-for miscellaneous

Dbms-rls-for row level security

Dbms-dependency-handles dependency objects

Dbms-revalidation-

Utl-tcp-

Dbms-output-

Dbms-result-cache (11g)-for data caching

Dbms-pipe-handles inter related session

dbms-sechdule-

dbms-warning-

dbms-debug-

**Packages consist of two parts:**

* Package specification(PS)
* Package body

**Package specification:-**

* It is a prototype for package body program.
* In specification we declare variables, cursors, exceptions, procedures, functions and so on…
* This is for information purpose.
* It can exist without body.
* Declaring cursor variables is not possible; defining ref cursor data type is possible.
* A package body can’t exist without package specification but reverse is not so…
* Package specification and body stores in different memory areas.
* PL /SQL objects defined in package specifications are considered as global objects, won’t allow coding part.

**Package body:-**

* It consists of program coding.
* A package body can optionally has executable section.
* Variables and programs which are defined in package body without specifying I package specification are called as local variables, local programs.
* We can drop a package body without dropping package specification
* Package specification drops.

**Syntax for package specification:-**

Create or replace package <package\_name> is variables, cursor,exceptions,datatypes……

Declaring procedure, functions…….

End packagename;

**Sysntax for package body:-**

Create or replace package body <package\_name> is variables, cursor….

Defining subprograms

Optional executable section;

End package\_name;

**Eg:**

Crate or replace package pack is v number(5):=400;

Ex exception ;

Cursor c is select \* from emp;

Procedure p(X inout number);

Function f(y in out number);

Return number;

End pack;

* Create or replace package body pack is L number(5):=500;

Function lf(Z in number )return number is lv number(5);

Begin

Lv:=Z+L;

Return lv;

End lf;

Procedure p (X inout number)is pv number(5);

Begin

Pv:=2000+lf(X);

X:=pv+5000;

End p;

Function f(Y inout number)return number is

Begin

Y:=Y+lf(v);

V:=Y+L;

Return v;

End f;

If you want to define package body first we need to define package specification.

**SQL\*PLUS:**

**SQL>**var a number;

Exec :a:=1000;

Exec pack.p(:a);

Print a;

**BLOCKS:**

Declare

a number(5):=2000;

begin

pack.p(a);

DOPL(a);

End;

**FUNCTIONS:**

**SQL\*PLUS**

Var a number;

Var b number;

Exec :b:=4000;

Exec :a:=pack.f(:b);

**BLOCKS:**

Declare

A number(5);

B number(5):=1000;

Begin

A:=pack.f(:b);

DOPL(a||’ ‘||b);

End;

**Example for Packaged Crusors:**

declare

vrow emp%rowtype;

begin

open pack.c;

loop

fetch pack.c into vrow;

DOPL(vrow.ename);

If vrow.ename=’scott’ then

Raise pack.ex;

End if;

End loop;

Exception

When pack.ex then

DOPL(‘packex’)

End;

Declare

Vrow emp%rowtype;

Begin

Fetch pack.c into vrow;

DOPL(vrow.ename);

End;

OutPut: Ford

**NOTE:-**

* If you won’t close the packaged (pack’s) cursor in any program then that is last for entire session.
* We can call the packaged procedures and functions outside of package which are specified in package specification(global accessing).
* Attempting to call packaged local sub programs to call outside of package throws an error.

**Using cursor variable as a parameter value:**

Create or replace package pack is type rec is ref cursor;

Procedure p(X rec);

End pack;

Create or replace package body pack is Procedure p(X rec)is vrow emp%rowtype;

Begin

Loop

Fetch X into vrow ;

DOPL(vrow.ename);

Exit when X%not found;

End loop;

End p;

End pack;

**BLOCK:**

Declare

Type recl is ref cursor;

Vrec recl;

Begin

Open vrec for select \* from emp;

Pack.p(vrec); //calling

End;

**Note:** Defining cursor variable in package specification will not be allowed but defining ref cursor is possible.

**We can use cursor variable as an ‘out’ parameter:**

Create or replace package p(X out sys\_refcursor) is vrec sys\_refcursor;

Begin

Open vrec for select \* from emp;

X:=vrec;

End p;

**SQL\*PLUS:**

Var v refcursor;

Exec p(:v);

**Using cursor variable in return statement of a function:**

Create or replace function f return sys\_refcursor is vrec sys\_refcursor;

Begin

Open vrec for select \* from emp,dept;

Return vrec;

End f;

Exec :v:=f;

Print v;

**Note:**If procedure and functions is present in specification then we go for package body otherwise no need.

**Packaged Cursors:**

Create or replace package pack is cursor c return emp%rowtype is select \* from emp;

End pack;

Here we are defining ‘cursor’ in package specification we can use this anywhere.

Begin

For i in pack.c

Loop

DOPL(i.ename);

End loop ;

End;

**We can hide the cursor select statement through package concept as shown in the snippent:**

Create or replace package pack is cursor c return emp%rowtype ;

End pack;

Create or replace package body pack is cursor c return emp%rowtype is select \* from emp;

End pack;

Begin

For i in pack.c

Loop

DOPL(i.ename);

End loop ;

End;

**Out Put:**

Emp 14 records

* A package body can optionally contain executable section. Which is one time initialization but it should be at last in the package body if we have any sub programs.

Create or replace package pack is v number (5);

End pack;

Create or replace package body pack is

Begin

V: =5000;

End pack;

**Note:-**

We can also call the packaged function in select statement but that should not contain out and inout parameter.

Drop package <package\_name>

* Here along with package specification, body alo will drop.
* Dropping packaged body without dropping package specification

Drop package body pack;

**Polymorphism(overloading):-**

* Defining multiple local subprograms with the very same name but by differing number, order and data types of parameters.

Create or replace package pack is Procedure p(x number);

Procedure p (x number, y number);

Procedure P(x number, y varchar2);

Procedure p(y varchar2, x number);

End pack;

**Note:-**The data types should not be same family while comparing to procedures.

Creating or replace package body pack is procedure p(x number) is

Begin

DOPL(x);

End p;

Procedure p(x nmber, y number) is

Begin

DOPL(x||y);

End p;

Procedure p(x number, y varchar2) is

Begin DOPL(x||’ ‘||y);

End p;

Procedure p(y varchar2, x number)is

Begin

DOPL(y||’ ‘||x);

End p;

End;

**Calling environment:-**

SQL>exec p(100);

SQL>exec p(‘a’,200);

SQL>exec p(200,’a’);

**Note:-**Overloading is not possible for standard alone program(schema level programs).

* V$parameter=>all DB related parameters will store
* PL/SQL-optimize-level-initialization parameter.

Where level-0-ideal

Level-1

Level-2-preferrable

Level-3(11g)-aggressive much more faster.

**Tuning the PL/SQL code:- optimizing the PL/SQL code:-**

* We will tune the PL/SQL code based on initialisation parameter i.e PL/SQL-optimize-level in this we will set the levels from 0 to 3. Level 2 is default which allows us

1. In lining (11g) a program.
2. Avoiding the in lining program.

* Level 0 and 1 won’t allow us to in lining program.
* Level 3 won’t allow us to inline a program but allow us to avoid in lining program.

Declare

Sdate number:=0;

Edate number:=0;

D\_code number:=0; //dead code no use in program

L\_r number:=0;

Function f(x number) return number is

Begin

Return x;

End f;

Begin

Sdate:=dbms\_utility.get\_time; //here we are assigning to one variable

so call it as function.

For I in 1..1000000

Loop

D\_code:=0;

L\_r:=l\_r+f(i); //calling

End loop;

Edate:=dbms\_utility.get\_time;

DOPL(edate\_sdate);

End;

**SQL>**alter session set PLSQL\_optimize\_level=0;

Time:23session set PLSQL\_optimize\_level=1;

Time:22session set PLSQL\_optimize\_level=2;

Time:21session set PLSQL\_optimize\_level=3;

Time:9session set PLSQL\_optimize\_level=4;

* Dbms\_utility.put\_line;
* Get\_time;

SQL>show parameter PLSQL\_optimize\_level;

**Understanding the NOTNULL constraint for a PL/SQL variable:-**

Providing NOT NULL constraint for a PL/SQL variable is not preferable doing so, will degrades the performance because nullity will be checked through one virtual variable created implicitly by the engine.

Declare

Sdate number:=0;

Edate number:=0;

V number not null:=0

Begin

Sdate:=dbms\_utility.get\_time;

For i in 1..100000000 loop

V:=I;

End loop;

Edate:=dbms\_utility.get\_time;

DOPL(edate\_sdate);

End;

Output:

Time :- 72 minutes.

**Note:** Internally it takes one virtual variable and it checks v number NOT NULL(it is not preferable more time it will take if you use coading in program it is better like if v is not null).

Same as above program but variable using without NOTNULL.

**Output:**

Time: 44

Using pls integer is preferiable than the number since it is faster:-

V pls\_integer:=0; //we use these only in PL/SQL and remaining is same as above.

Time:-12

**Using simple integer is more refereable than pls\_integer:-**

Simple integer is a derivate of pls\_integer , but avoids overflow error and allow null values.

**Note:** Up to 10g every datatype allows null values but n 11g simple integer won’t allow null value. Pls\_integer size -2147483648 to 2147483647

**Note:** Pls\_integer can store max of 2147483647, if you assign above of this value throws an error i.e overflow error, to overcome this error we have a datatype called “simple-integer”(11g) and even simple integer won’t allow “null” values (NOTNULL datatype) .

Declare

V pls\_integer:=214783646;

Begin

V:=v+1;

DOPL(v);

V:=v+1;

DOPL(v);

End;

**Out put:** Numeric overflow error.

To overcome this

Declare

V simple\_integer:=2147483646;

Begin

V:=v+1;

DOPL(v);

V:=v+1;

DOPL(v);

End;

**Out put:**

2147483647

-2147483648

**Pragmaautonomoustransaction (Tx):-**

It is an independent Tx happens individually irrespective of parent Tx.

**Limitations:-**

Package specification won’t allow pragma; we can apply for packeged procedures and packages.

Create or replace procedure p is pragma autonomous\_transaction;

Begin

Insert into nestab values(10);

End p;

Create table nestab(sno number(5));

Select \* form nestab;

**Calling environment:**

Begin

Insert into nstab values(11);

P;

Insert into nestab values(12);

Rollback;

End;

**Output:** 10

* While using pragma autonomus Tx we need to mention commit, rollback as mandatory.
* DDl- autocommit commands
* DML- non-autocommit.

Create or replace procedure p is pragma autonomius\_transaction;

Begin

Insert into nestab values(10);

Rollback;

End p;

Begin

Insert into nestab values(11);

P;

Insert into nestab values(12);

Commit;

End;

Select \* from nestab;

**Out put:-**

11

10

12

Create or replace procedure p is Begin insert into nestab values(10);

Rollback;

End p;

Begin insert into nestab values(11);

P;

Insert into nestab values(12);

Commit;

End p;

**Out put:**

12

**Note:** We avoiding mutating error using pragma.atonomous\_transaction.

**Pragma inline:- (11g)**

* Which is used to including the programs(11g).
* Pragma inlining will enhance the performance.

**Deff:** Inlining a program means replacing the procedure call with actual executable code copy of a program.

**Note:** Programs which are having static code and frequently used programs (or) subject to the pragma inline(preferrable).

**Syntax:**

Pragma inline(‘procedure name’,{‘yes/no’});

Declare

Stime integer;

Etime integer;

V number;

Function f(x number) return number is

Begin

Return x;

End f;

Begin

Pragma inline(‘f’,’yes’);

Stime :=dbms\_utility.get\_time;

For I in 1..10000 loop

V:=f(i);

End loop;

Etime:=dbms\_utility.get\_time;

DOPL(etime-stime);

Pragma inline(‘f’,’no’);

Stime:=dbms\_utility.get\_time;

For I in 1..10000 loop

V:=f(i);

End loop;

Etime:=dbms\_utility.get\_time;

DOPL(etime-stime);

End;

**LOB datatype:**

Before of 8i if you want to store the images or huge information we opt(choose) for long datatypes but , we have so many restrictions on long datatypes to overcome this disadvantage we have LOB datatype.

**Cliassifications of LOB datatype:-**

LOB datatypes can be devided as below:

* Internal
  + Persistance
  + Non-persistence(temporary)
    - BLOB
    - CLOB
    - NCLOB
* External
  + Bfiles

**CLOB:** allows huge information upto 4GB from 11g onwords even it supports 8 to 128TB.

**BLOB:** stores binary data, allows images, audio,video files and so on…

**NCLOB:** it stores national database chracterset data. Supports multi languages.

**Bfiles:** useful to store files in the form of binary data.

Commit and rollback is not passible to provide on this data.

**1\*2**

Db

File not store in db

**C1CLOB**   **c2BLOB** **c3Bfile**

CLOB locater BLOB locator Bfile locator

abc

01010

* We’e to make use of transactions by using locators.
* We handle LOB datatype through a package is’DBMS\_LOB’

Locator starts-null,0,empty.

**Handling lob data by using DBMS\_lob package:\_**

If we are using Lob datatype’s we’ve to make use of packages compulsoraly.

Declare

VCLOB clob;

Max\_size integer;

Offset integer:=1;

Wdata varchar(100):=’welcomw to LOB world’;

Rdata varchar2(100);

Begin

Delete from clobdata;

Insert into clobtab values(10,empts\_clob);

Select ccol into vclob from clobtab;

Max\_size:=length(edata);

Dbms\_lob.open(vclob,dbms\_lob.lob\_readwrite);

Dbms\_lob.write(vclob,max\_size,offset,wdata);

Dbms\_lob.read(vclob,max\_size,offset,rdata);

Dbms\_lob.close(vclob);

DOPL(rdata);

End;

Create table clobtab(sno number(5),ccol clob);

Insert into clobtab values(10,’abc’);

Create table imagetab(sno number(5), image bfile);

Declare

Bimage bfile:=bfilename(‘DY’,’gimage.bmp’);

Image\_loc bfile;

Max\_data integer:=60;

Offset\_integer:=1;

Raw\_data raw(100);

Begin

Delete from imagetab;

Insert into imagetab values(10,bimage);

Select image into image\_loc from imagetab;

Dbms\_lob.open(image\_loc);

Dbms\_lob.read(image\_loc, max\_data, offset,raw\_data);

Dbms\_lob.close(image\_loc);

DOPL(rawtohex(raw\_data));

DOPL(utl\_raw.cast\_to\_varchar2(raw\_data));

End;

* Create directory dy as ‘c:\’;
* Grant read on directory by to apps;
* Create a file with name ‘gv.txt’ and provide data and save in path mentioned.

As in directory ‘dy’;

Create table direction(sno number(10),dcol clob);

Declare

Vdir bfile:=bfilenamme(‘DY’,’gv.txt’);

Colfile clob;

Max\_data integer:=10;

Des\_offset integer:=1;

S\_ofset integer:=1;

Lang\_ctx integer:=dbms\_lob.default\_lang\_ctx;

War\_mes integer;

Begin

Delete from direction;

Insert into direction values(10, empty\_clob);

Selection dcol into colfile from direction;

Dbms\_lob.open(colfile,dbms\_lob,lob\_readwrite);

Dbms\_lob.open(vdir);Dbms\_lob.load clob from file(colfile, vdir, dbms\_lob.maxsize, des\_offset, s\_offset, nls\_charset\_id(‘USTASCII’), lang\_ctx, war\_mes);

Dbms\_lob.close(colfile);

Dbms\_lob.close(vdir);

End;

**Select \* from direction;**

**Triggers:-**

* They are the stored programs fires implicitly unlike subprograms.
* Triggers fires automatically when event occurs.
* We can’t call trigger and pass parameters and can’t nest (trigger with in trigger).

**Usages:-**

* Data auditing
* Enforcing the referential integrity
* Security
* Data replication
* Application monitoring(AM)
* Enforcing the data
* Triggers have their own name space.
* Triggers won’t allow commit and rollback, but by using “pragma atonomous transaction we can mention commit and rollback in triggers.
* Basically triggers are of two types

1.Application trigger

2.Database triggers

**Database triggers:-**

1. DML triggers (table)
2. Instead of trigger(views)
3. DDL trigger(schema) // 3 and 4 never write these in DBA level.
4. DB trigger(database)
5. Compound trigger(11g)(table)

We will write triggers on tables, views, schema and database.

**DML triggers:-**

* We provide DML triggere on table
* Based on DML events execution of trigger takes place implicitly.
* This triggers are again of two types:

1. statement level trigger (or) table level trigger
2. row level trigger

**Statement level trigger:-**

This trigger executes only once for an entire table/for bunch of records execution of this trigger takes place atleast once. Even if table data won’t get effected.

**Rowlevel trigger:-**

* this trigger executes for each of row.
* This trigger won’t get executes atleast once if table data won’t get effected.

**Syntax of DML trigger:-**

Create or replace trigger <trigger\_name> (1)before/after DML operations on <table\_name>[disable/enable](2)[foreach row](3)[when condition][declare]

Begin

Code;

Exception

End;

**(1)-trigger timing:-**

It specifies when trigger has to fire.

**(2)-trigger level:-**

Specifies what ever row level/statement level.if you mention for row i.e rowlevel else statement level but bydefault statement level.

**(3)-trigger condition:-(not preferrable)**

If further provides the additional restriction on trigger execution.in trigger conditon should always be a boolean expression statement level trigger won’t allow trigger condition.

**(4)-trigger body:-**

It specifies what action we have to perform through trigger.

**Ex for statement level trigger:-**

Write a statement level trigger so not tto allow any DML operation on a table on weekends.

Create table stab(sno number(5))

Create or replace trigger string before insert or update or delete on stab;

Begin

If to-char(sysdate,’dy’)in(‘thu’,’sun’)then raise\_application\_error

(-20003,’DML operations are not allowed on weekends’);

Else

DOPL(‘dml operations’);

End if;

End string;

* Trigger created.
* Insert into stab values(10); //invalid
* Select \* from stab;

No rows selected.

* Generally most of the trigges make use of ‘before’ instead of after. We can define a trigger name with same table name on which we are defining
* Create or replace trigger stab on stab.

**Note:** because trigger uses different namespaces, table uses different namespaces so possible.

**Rowlevel trigger:**

It will make use of pseudo records as shown in following table.

Virtual table:

|  |  |  |
| --- | --- | --- |
|  | old | new |
| insert  update  delete | null | null |

Here we wil represent new and old in this program i.e rowlevel trigger program.

Write a rowlevel trigger to update the salaries witch one specific value for an increment, if Any one of the existing salaries is greater than new salaries then I have to cancel all the transactions happened by trigger.

Create or replace trigger ustrig before update on emp1;

For each row

Begin

If :old.sal>:new.sal then

Raise\_application\_error(-20003,’sal cannot be decremented’);

Else

DOPL(‘icremented’);end if;

End;

* From the trigger if we get any error, all the previous transactions will get cancelled.

**Eg for trigger when condition:-**

* When condition skips the execution of trigger body when ‘when condition’ becomes ‘false’.(but insertion takes place).
* If when condition becomes true then allows trigger body to execute.
* Create or replace trigger logtrig before insert or update or delete on logtab;

For each row

when(to\_char(sysdate,’HH’)not between ‘05’ and ‘08’)

begin

DOPL(‘login time’);

End;

* Insert into logtab values(10);
* 1 row created.
* Create table logtab(sno number(5));

**Using :new and :old in when condition:-**

Create or replace trigger emp1trig before insert or update or delete on emp1;

For each row

When(new.sal<old.sal)

Begin

DOPL(‘oldsal<newsal’);

End;

* In when condition we won’t use :new and :old but in trigger body we can use, if you use also it throws an error.
* Update emp1 set sal=4000;

**Note:** Trigger when condition won’t allows colons(☺ to refer old and new values.

**Enforcing referential integrity:-**

* Triggers can’t chek the old/existing data, it checks only incoming data but where as in the case of constraints they check both incoming and existing data.
* Constraints can give guarantee for centralized data.
* Triggers are an advance of constraints.
* Create trigger contrig after insert on ltab;

For each row

Begin

Insert into ptab values(:new.sno);

End;

* Insert into ltab values(11);
* Before of constraint checking trigger execution takes place.

**Order of execution:**

* Before statement level trigger(BSLT).
* Before row level trigger(BRLT)>
* After row level trigger(ARLT).
* After statement level trigger(ASLT).

**DDL triggers:-**

**Syntax:**

Create or replace trigger <trigger\_name> before/after DDL on schema

Begin

……….

Exception

…………

End [trigger\_name]

* We write DDL on schema level(insert, update, delete).

**DDL attributes:\_**

In DDL we have more than 100 attributes but here we will go for

* Ora\_sysevent
* Ora\_DICT\_obj\_name
* Ora\_DICT\_obj\_type

We will provide DDL commands on schema, mainly for auditing purpose.

Create trigger audtrig before create or drop on schema

Begin

Insert into audtab values (user, ora\_sysevent, ora\_dict\_obj\_name, ora\_dict\_obj\_type, sysdate);

End audtrig;

Create table audtab(suser varchar2(10), sevent varchar2(10), sname varchar2(10), stype varchar2(10), sdate date);

Create table SAM(sno number(5));

Select \* from audtab;

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Suser** | **Sevent** | **Sname** | **Stype** | **Sdate** |
| Apps | Create | Sam | Table | 11-mar-13 |

* Drop table sam;
* Select \* from audtab;

**We will write DB triggers on below mentioned:-**

Before

Befor(T)

Before(T)

before

After(T)

After

After

errornumber

After(T)

Log on

Log off

Shutdown

Servererror

Startup

* Attaching the procedure to the trigger in the place of trigger body with ‘call statement’, so to reduce the redundancy as in the following eg.

Create or replace procedure p is

Begin

DOPL(‘hello’);

End;

Create table RAM(sno number(5));

Create or replace trigger protrig before insert on RAM

Call p(don’t use semicolon here, if you use you will get error)

/

-trigger created.

* Insert into RAM values(10);

Hello

-1 row created.

**Advanced topics in triggers☹introduced from 11g)**

* It follows reserved word or keywords followed by 11g.
* Oracle won’t give gurantee for the order of trigger execution among the sametypes but, by using follows(11g) we can order the execution of triggers.

Create table RAM(sno number(5));

Create or replace trigger trig1 before insert on RAM

Begin

DOPL(‘trig1’);

End trig1;

Create trigger trig2 before insert on RAM follows trig1

Begin

DOPL(‘trig2’);

End trig2;

**Output:-**

Trig1

Trig2

**Note:-**

If we did not use follows we get out put like

Trig2

Trig1

Oracle won’t wives guarantee for order of execution, so from 11g onwords we use ‘follows’.

**Disable(11g):-**

* Prior to 11g we only have an option to disable an existing trigger fron 11g onwords we can disable a trigger while creating/defining.
* Create or replace trigger disable before insert on RAM disable

Begin

DOPL(‘this is disable trigger’);

End disable;

* Insert into RAM values(10);

-1 row created.

* To enable/disable the trigger we’ve to make use of ALTER.
* Alter trigger distrig enable;
* Insert into RAM values(10); **//this is disable trigger.**

-1 row created.

* We can define max of 12 triggers on a table(DML).

**We can write a trigger to fire when updating on specific column:-**

* Create table uptab(sno number(5), loc varchar2(10));
* Create trigger updating before updating of sno on uptab

Begin

DOPL(‘updating on column’);

End;

* Insert into uptabvalues(10, ‘x’);
* Updating utab set sno=20; **//updating on column**

-1 row updating.

**We can write trigger on multiple columns:-**

Create trigger uptrig1 before update of sno, loc on uptab

Begin

DOPL(‘updating on column’);

End;

**Analyzing PL/SQL code:-**

* Following things are useful to analyse the PL/SQL code so to increase the performance, easy identification, identifying the code flaws, so to protect from SQL injection.
* User\_object(to know the stored procedure valid/invalid)
* User\_source(to know the source code of stored procedures)

**Note:** Deterministic🡺 from the function, for eg if you call one function for every calling if it returns same value in that situation if you write deterministic, for next execution it won’t executs, it acts as buffer.

* **User\_objects:-**

Which is useful to verify the status of object i.e. whether valid or invalid.

* **User\_source:-**

Which is useful to extract the source code of a stored procedure.

* **User\_arguments:-**

Gives the information regarding arguments i.e name of argument, parameter\_mode, datatype, scale, precision, position of arguments.

* **User\_procedure:-**

Specifies whether the given program is deterministic, pipelined, parallel enabled, aggregate, result\_cache, authid user….

* **User\_identifires:-**Gives the information regarding activities of identifiers,

this table automatically get populated for a program (or) for session (or) for

a database when we enable the PL/SQL tool (by default disabled) with an

intialisation parameter called PL/scope-settings.

* **User\_trigger:-**

Gives information regarding triggers.

* **User\_dependences:-**

To find out reflection (or) information between referenced and dependent object we use this table.

**Note:**It won’t give information regarding remote dependenies for that we have to run a script file so to create one procedure and two tables. here deptree and ideptree are remote dependencies.

* **Dbms\_metadata:-**

To create DDL report for an object.(dbms\_utility.get\_ddl(emp))

* **PL/scope tool(11g):-**

It is an utility, to get the information of identifier activites.

* **Eanblig PL/SQL tool:-**

**Syntax:-**

Alter session set PLscpoe\_setting=’identifiers:all’(enable);

Alter session(or system) set PLscpoe\_setting=’identifiers:null’(disable);

**Virtual private database (or) fine grained access control(FGAC):-**

* Let us take eg:
* Select \* from emp where 1=2;

Note:-

In the above eg ‘where’ represents the condition should be added dynamically. And ‘1=2’ represents predicates.

* Vpd is an alias of fine grained access control(FGAC), the basic concept of FGAC is to provide the row level security(RLS) (some applications deliberately needs this process).
* Vpd provides security.
* Vpd dynamically modify the SQL statement at run time by appending (or) attaching predicate through policy function.
* Policy function is useful to return the predicate.
* We will provide a package called along with schema and object names.
* We can provide ‘N’ no of policy function on a single table and a single policy function can serve for multiple tables.

**Definging policy function:-**

Create or replace function pol\_fun(p\_schema varchar2,p\_object varchar2)

Return varchar2 is l\_pridicate varchar2(10);

Begin

L\_proidicate:=’1=2’;

Return(l\_pridicate);

End potfun;

**Note:**

Here while creating policy functions(p\_schema and p\_object) these 2 in parameters are mandatory. ‘1=2’ this condition will append to select statement dynamically.

**SQL/Plus:-**

Var a varchar2(10);

Exec :a:=pot\_fun(‘apps’,’emp’);

Print a;

Exec dbms\_rls.add\_policy(‘apps’,’emp1’,’res’,’appa’,’pol\_fun’,select,insert,update’);

Select \* from emp1;

Exec.dbms\_rls.drop\_policy(‘apps’,’emp1’,’res’);

**Note:-**

If you create next time with the very same name also same will be applicable.

**Collections:-**To store data in the form of arrays we use collections.

Eg: nested table.

Declare

Type nes is table of varchar2(10);

Vnes nes:=nes(‘a’,’b’,’c’,’d’);

**// where ‘nes’ is datatype and ‘vnes’ is collection variable.**

If vnes.limit is null then

DOPL(‘vnes limit is limitness’);

Else

DOPL(‘vnes limit ‘||vnes.limit’);

End if;

DOPL(‘vnes count’||vnes.count);

DOPL(‘vnes first’||vnes.first);

DOPL(‘vnes last’||vnes.last);

DOPL(‘vnes prior’||vnes.prior(2));

DOPL(‘vnes next’||vnes.next(2));

DOPL(‘vnes values’);

For I in vnes.first..vnes.last loop

DOPL(‘vnes values(‘||I||’)’||vnes(I));

End loop;

if vnes.exists(2) then

dopl(‘vnes second value exists’||vnes(2));

dopl(‘vnes second value doesnot exists’);

end if;

vnes.extend;

vnes.exted(2);

DOPL(‘vnes value after extension’);

For I in vnes.first..vnes.last loop

DOPL(‘vnes values(‘||I||’)’||vnes(I));

End loop;

Vnes(5):=’E’;

Vnes(6):=’F’;

Vnes(7):=’G’;

Vnes.extend(2,3);

DOPL(‘nes value after providing element’);

For I in vnes.first..vnes.last loop

DOPL(‘vnes values(‘||I||’)|| vnes(I));

End loop;

vnes.trim;

vnes.trim(2);

DOPL(‘vnes values after trim’);

For I in vnes.first..vnes.last loop

DOPL(‘vnes values(‘||I||’)’||vnes(I));

End loop;

vnes.delete(1);

vnes.delete(2,5);

DOPL(‘vnes values after specific deletion’);

For I in vnes.first..vnes.last loop

DOPL(‘vnes values(‘||I||’)’||vnes(I));

End loop;

Vnes.delete;

DOPL(‘vnes values after complete deletion’);End;

collection variable should not be ‘NULL’, to avoid that in that case we will define elements.

The function should be empty nes()(or)nes(‘A’,’B’,’C”,’D’);

**Usage of collections:-**
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**Deff:**To store the data in the form of arrays we use collections

Collections basically are of two types:

1.non-persistance(index by table)(temporary)

2.persistance(varrays, nested table)(permanent)

* Collections are useful to store complex/homogenous data.
* Collections defined in packages will persist for an entire session.
* Limit(is there any limit (or) not (upper boundary)) Extend(2,3);

Where 2 represents extensions will happen. And what ever the value is present in 3 element it will return that. After time only we will delete, reverse is not so we delete at that time empty cell will populate.

Densely packed(with out any cops)

sparse

|  |  |
| --- | --- |
|  |  |
| **1** | **A** |
|  |  |
| **3** | **C** |
|  |  |
| **5** | **C** |

**densely**

|  |  |
| --- | --- |
|  |  |
| **1** | **A** |
| **2** | **B** |
| **3** | **C** |
| **4** | **C** |
| **5** | **D** |

* Extend delete(n) (or) (m,n)

Here we can mention in three ways without paranthesis defining with number(n) .

* In index by table we can key values as var/char also.
* Key values should start with 1 and always positive values.
* Varray always densely.

**Eg:**

Declare

Type nes is table of varchar2(10) index by pls\_integer;

Vnes nes:=nes();

Begin

Null;

End;

**Error:**no function name ‘nes’ exists in this scope.

|  |  |  |  |
| --- | --- | --- | --- |
|  | **NESTED TABLE** | **VARRAYS** | **INDEX BY TABLE** |
| First, Last, Next, prior, count  Limit,  Delete,  Extend,  Trim,  Persistence,  Subscript values,  Usage SQL/PL SQL,  Dense & paye,  Exception,  Storage | Limitless (non upper boundary)  Persistence  Always +ve values,start with 1  SQL & PL/SQL  Initially dense but may be sparse  Out of line storage. | Limit (exits upper bound)  Specific deletion is not possible  Possible within the max-limit  Persistence  Same as nested table..  SQL & PL/SQL  DENSE  INLINE | LIMIT LESS  Non-Persistance  Might be with –ve, allows caharacterstics  Both |

**Bulk bind:-**

* Concept of bulk bind is a mechanism which is used to enhance the performance drastically, by decreasing the context switches.
* Bulk bind reduces the interaction between SQLand PL/SQL engine.
* We will maintain the bulk bind data through collections.

**These are two types:**

**Bulk collect:- (clause)**

* select col bulkcollect into variable(this variable must be collection variable).
* Fetch cursor bulkcollect into variable.
* Return col bulk collect into variable(we can call out bind also).
* We can use bulk collect only above three other than this we can’t.

**For all statement(DML)**

**syntax:**

for all: in{ var1..var2|value of collection|indecies by collection}

[save exception](10g)DML operation;
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* by using bind we can perform.
* In the presence of bulk bind ‘n’ no.of context switches will get compressed (or) bineoled into one single swich.

**Using bulk collect in select statement:-**

Declare

Sdate number:=0;

Edate number:=0;

Type nes is table of pls\_integer;

Vnes nes:=nes();

Begin

Sdate:=dbms\_utility.get\_times;

For I in (select \* from multab) loop

Vnes.extend; (if you don’t write extend it throws an error)

Vnes(vnes.last)=i.sno;

Enol loop;

Edate:=dbms\_utility.get\_time;

DOPL(edate-sdate);

Sdate:=dbms\_utility.get\_time;

Select sno bulk collect into vnes from multabs;

Edate:=dbms\_utility.get\_time;

DOPL(edate-sdate);

End;

* While using bulk collect the variable should be collection variable.

**Using bulk collect in fetch statement:-**

Declare

Sdate number:=0;

Edate number:=0;

Type nes is table of pls\_integer;

Vnes nes:=nes( );

Cursor c is select \* from multab;

Begin

Open c;

Sdate:=dbms\_utility.get\_time;

Loop

Vnes.extend;

Fetch c into vnes(vnes.last);

Exit when c%not found;

End loop;

Close c;

Edate:=dbms\_utility.get\_time;

DOPL(edate-sdate);

Open c;

Sdate:=dbms\_utility.get\_time;

Fetch c bulk collect into vnes;

Edate:=dbms\_utility.get\_time;

Close c;

DOPL(edate-sdate);

End;

For the same program

Fetch c bulk collect into vnes limit 500000;

We can also mention the limit so to specify the no.of records into a collection through fetch statement limit only possible in fetch statement.

**Collections:-**

**Note:-**We won’t initialize the ‘index by table’ datatype variable with a constructor (or) function trying to do so through an error.

Eg:-

Declare

Type nes is table of varchar2(10);

Vnes nes:=nes(‘a’,’b’,’c’);

Begin

Vnes.delete(2)

DOPL(‘vnes first’||vnes.first);

DOPL(‘vnes last’||vnes.last);

DOPL(‘vnes prior’||vnes.prior(3));

DOPL(‘vnes next’||vnes.next(1));

DOPL(‘vnes count’||vnes.count);

If vnes.exists(2) then

DOPL(‘vnes second value exists’||vnes(2)); **// not existed**

End if;

Vnes.extend;

If vnes.existts(4) then

DOPL(‘vnes fourth value exists’||vnes(4));

Else

DOPL(‘vnes fourth does not exists’);

End if;

End;

**Using collections as program parameters:-**

Declare

Type nes is table of varchar2(10);

Vnes nes:=nes(‘a’,’b’,’c’,’d’);

Procedure p(x nes) is

Begin

For I in x.first..x.last loop

DOPL(x(i));

End loop;

End p;

Begin

p(vnes);

end;

**using collections for return datatype:-**

declare

type nes is table of varchar2(10);

vnes:=nes(‘a’,’b’,’c’,’d’);

Y nes:=nes();

Function fun(x nes) return nes is

Begin

Return x; **//here we are returning also**

End fun;

Begin

Y:=fun(vnes);

For I in Y.first..Y.last loop

DOPL(Y(i));

End loop;

End;

**Note:-**

From 11g onwards for all statement allows merge command

Declare

Type nes is table of number;

Vnes nes:=nes( );

Sdate number:=0;

Edate number:=0;

Rdate number:=0;

Begin

Select sno bulk collect into vnes from multab;

Execute immediate ‘truncate table multab’;

Sdate:=dbms\_utility.get.\_time;

For iin vnes.first..vnes.last loop

Insert into multab values(vnes(i));

End loop;

Edate:=dbms\_utility.get\_time;

Rdate:=edate\_sdate;

DOPL(‘elapsed time ‘||rdate);

Execute immediate ‘truncate table multab;

Sdate:=dbms\_utility.get\_times;

For all i in vnes.first..vnes.last

Insert into multab values(vnes(i));

Edate:=dbms\_utility.get\_time;

Rdate:=edate-sdate;

DOPL(‘elapsed time ‘||rdate);

End;

Output:-

Elapsed time 198

5

Upto here we never used DDL commands in executable section.

**Another eg for all statement:-**

Declare

Type nes is table of number;

Vnes nes:=nes( );

Vnes1 nes:=nes( );

Begin

Select sno bulk collect into vnes from multab;

For all I in vnes.first..vnes.last

Delete from multab where sno:=vnes(i);

Return sno bulk collect into vnes1;

DOPL(vnes.count);

End;

**Using save exception (10g):-**

* It filters outs the error records and allows the other records to process, instead of cancelling all the records.
* Save exception saves the errors and we can retrieve the error by using ‘%bulk exception.’

Declare

Type nes is table of varchar2(10);

Vnes nes:=(‘x’,’a’,’y’,’b’,’z’);

Begin

For all I in vnes.first..vnes.last

Save exception

Insert into contab values(values (i));

Exception

When others then

For I in sql%bulk\_exceptions.count loop

DOPL(sql%bulk\_exceptions(i).error\_index||’ ‘||sql%bulk\_exceptions(i).error\_code);

End loop;

End;

* **Error-code displays the error code without ‘-sign’**

**Indeces(index/subscript) of values of:-**

Eg for “values of” clause:-

* Here we are comparing one collection values with another collection of indices values.
* Declare

Type nes is table of varchar2(10);

Vnes nes:=nes(‘a’,’b’,’c’,’d’,’e’,’f’);

Type nes1 is table of pls\_integer;

Vnes1 nes1:=nes1(1,3,5);

Begin

For all I in vnes values of vnes1

Insert into contab values of vnes(i);

End;

**Output:**

|  |
| --- |
| **Loc** |
| A  C  C |

**Eg for “indecies of” clause:-**

Declare

Type nes is table of varchar2(10);

Vnes nes:=nes(‘a’,’b’,’c’,’d’,’e’,’f’);

Vnes1 nes1:=nes1(1,3,5);

Begin

For all I in vnes indices of vnes1

Insert into contab values(vnes(i));

End;

**Output:-**

|  |
| --- |
| **Loc** |
| **A**  **B**  **C** |

**Table function:-**

* It is a function which acts as same to that of table to SQL engine with the help of table operator called ‘table’.
* We provide table function in from clause of a select statement.
* SQL engine can’t identify it as a function.

**Note:-**

* Table functions have to always return data from collections only.
* But we can’t provide functions in from clause.

**Eg:-**

Create or replace function colfun return nes is

Vnes nes:=nes(‘a’,’b’,’c’,’d’,’e’,’f’)

Begin

Return vnes;  **// here vnes always collection.**

End;

Select \* from table(col\_fun);

Column\_val // it internally pseudo column generates, introduced from 10g

A

B

C

D

E

F

* Table function data will be displayed under a column name called column\_val which is a pseudo column.

**Dynamic SQl and Dynamic PL/SQL:-**

* Dynamic SQL statements are the statements which are constructed (or) get framed (or) build up at the time of execution.
* When an SQL statement get framed before of compilation time those are called ‘static SQL’.
* Creation of PL/SQL program at runtime is called as “dynamic PL/SQL”.
* To execute dynamic SQL and PL/SQL we use

1. Execute immediate(statement).
2. DBMS\_SQL(packages)

**Note:-**Dynamic SQL statement falls pray, to SQL injections. We can also execute immediate to execute DDL statements in the program which is normally not possible.

**Syntax for execute immediate:-**

Execute immediate ‘string’ [into {var1,var2..}]

[using[in/out/inout]] bind\_variable,..];

**Eg for execute immediate:-**

Declare

V\_create varchar2(100):= ‘create table etab(sno number);

V number(5):=10;

Vsno number(5);

Begin

Execute immediate v\_create;

Execute immediate ‘insert into etab values(:1)’ usingv;

Execute immediate ‘select sno from etab where sno:=2’ into vsno using v;

Execute immediate ‘begin null; end;’;

Execute immediate ‘drop table etab;

DOPL(vsno);

End;

* At runtime if you want to drop the database object, we prefer following program.

SQL>create or replace procedure p(X varchar2) is

Begin

Execute immediate ‘drop table’||x;

End p;

>exec p(‘stab’);

* The above program is sensitive for SQL injection but by using bind arguments we’ll safeguard the above program.

**Using bind arguments will also enhance the performance:-**

Create or replace procedure p(X varchar2) is

V varchar2(10);’begin

V:=x;

Execute immediate ‘DROP table :a’ using v;

End p;

**SQL injection:-(**safe guarding PL/SQL code from SQL injection)

* Reducing the surface attack is a preferable step to safe guard the PL/SQL code from SQL injection.
* We will reduce the attacking surface in two ways

1. Revoking unnecessary, unintended and excess privileges from user.

2. defining a PL/SQL program with invoker write (instead of definer write).

* Grant select on stab to u2;
* Select \* from u1.stab;
* Insert into u1.stab values() **//invalid**

**Defining a program with definer write:-**

Create or replace procedure p is v number(10):=10;

Begin

Insert into u1.stab values(10);

Select sno into v from u1.stab where sno=v;

End p;

* Grant execute on p to u2;
* Execute u1.p
* Select \* from u1.stab;

**Defining a program with invoker write:-**

Create or replace procedure p authid current user is v number(10):=10;

Begin

Insert into u1.stab values(v);

Select sno into v from u1.stab where sno=v;

End p;

* Grant execute on p to u2;
* Exec u1.p //insufficient privilege
* To deduce the SQL injection (or) to immunize the PL/SQL code from SQL injection better avoid dynamic SQL statements.
* Following is an eg of which specifies need to avoid dynamic SQL statements.

Create or replace procedure p(X-name varchar2) is

Vrec sys\_refcursor;

V\_name varchar2(10);

V\_deptno number(5);

Begin

Open vrec for ‘select ename,deptno from emp where enmae=’||x\_name;

**// here ‘vrec’ as a variable**

Loop

Fetch vrec into v\_name, v\_deptno;

DOPL(v\_name||’ ‘||v\_deptno);

Exit when vrec%not found;

End loop;

Close vrec;

End;

**Calling environment:-**

**SQL>**exec p(‘ ‘ ‘king’ ‘ ‘);

King 10

Exec p(‘null union select ename, sal from emp’);

* Here we have a chance for attacking malicious data so, to restrict the SQL injection convert the dynamic SQL into static as shown in following eg.

Create or replace procedure p(X-name varchar2) is

Vrec sys\_refcursor;

V\_name varchar2(10);

V\_deptno number(5);

Begin

Open vrec for select ename, deptno from emp where ename=x\_name;

Loop

Fetch vrec into v\_name, v\_deptno;

DOPL(v\_name||’ ‘||v\_deptno);

Exit when vrec%not found;

End loop;

Close vrec;

End;

* Exec p(‘king’);

King 10

* Exec p(‘null union select ename,sal from emp); (here getting unintended data is not possible).

**Note:-**

* When we know all the SQl identifiers (column, table names) before of fraiming a statement, in that case only it is possible to convert the dynamic SQL statements into static SQl which means it is not possible to convert all the dynamic SQL statements static if this is the case then mien/mise the attacking of SQL injection by using “bind argument” as shown in the following snippet (or) eg.
* In addition with protectiong the PL/SQL code from SQL injection it also possible to enhance the performance immeyely(more effectively).
* Using bind arguments in dynamic SQL will avoid hard parsing(buffer myss) and promote soft parsing(buffer hit).
* For the above eg just change

Begin

Open vrec for ‘select enaame, deptno from emp where ename=:’ using x\_name;

Loop

**// remaining structure is same.**

* Exec p(‘king’);
* Exec p(‘null union select ename,sal from emp’);
* Finally we will reduce the SQL injection by sanitizing the user inputs with the help of an APL i.e DBMS\_assert(package).
* While tunning the PL/SQL code avoid implicit conversion which ia a burden to the ename as server as such in the following.

**Eg:-**

Declare

Stime number:=0;

Etime number:=0;

V varchar2(10);

Begin

Stime:=dbms\_utility.get\_time;

For I in 1..1000 loop

V:=I;

End loop;

Etime:=dbms\_utility.get\_time;

DOPL(edate\_sdate);

End;

Declare

Stime number:=0;

Etime number:=0;

V number(5);

Begin

Stime:=dbms\_utility.get\_time;

For I in 1..1000 loop

V:=i;

End loop;

Ctime:=dbms\_utility.get\_time;

DOPL(edate-sdate);

end;
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declare

cursor c is select \* from emp;//here just defines the definition c.

vrow c%rowtype;

begin

open c;//here select stmt get executes and opens the memory area and gets data.

Loop

Fetch c into vrow;//here fetching will happen.

DOPL(vrow.ename);

If c%notfound then //(1)

Exit;

End if;

End loop;

Close c;

End;

In case of (1) we can write

If c%rowcount=3 then

Exit;

End if;

* If you write like this we can stop the program after 3rd record. In this case for loop is not prefereable, simple loop is prefereable.

**Paramatarised cursor eg:-**

Declare

Cursor c(x number) is select \* from emp where deptno:=x;

Vrow emp%rowtype;

Vno number(5):=&n;

Vnol number(5):=&m;

Begin

Open c(vno);

Loop

Fetch c into vrow;

DOPL(vrow.ename)

Exit when c%not found;

End loop;

Close c;

Open c(vnol);

Loop

Fetch c into vrow;

DOPL(vrow.ename);

Exit when c%not found;

End loop;

Close c;

* Before ‘open c’:

% is open -F

% found –E

% notfound -E

% rowcount -E

* After ‘open c’:

% is open -T

% found -T

% notfound -F

% rowcount -0

* After fetch: (1st fetch)

% is open -T

% found -1

% notfound -F

% rowcount -1

* After close c:

% is open -F

% found -E

% notfound -E

% rowcount -E

We can use cursor variable as a parameter in stored procedures

* Create or replace function f return sys\_refcursor is vrec sys\_refcursor;

Begin

Open vrec for select \* from emp;

Return vrec;//return statement

End f;

* We can also use sys\_refcursor datatype for function return value (or) using cursor variable as a return value in function.
* Calling:-

Var refvar refcursor;

Exec :refvar:=f;

Print refvar;//emp data:14records.

* Create or replace function f(vrec out sys\_refcursor) return Boolean

Begin

Open vrec for select \* from emp;

Close vrec;

Return true;

End;

Declare

Vrec1 sys\_refcursor;

V Boolean;

Vrow emp%rowtype;

Begin

V:=f(vrec1);

Loop

Fetch vrec1 into vrow;

DOPL(vrow.ename);

Exit when vrec1%not found;

End loop;

End;

* Create or replace function f(vrec out sys\_refcursor) return Boolean is

Vrow emp%rowtype;

Begin

Open vrec for select \* from emp;

Fetch vrec into vrow;

Return true;

End f;

Declare

Vrec1 sys\_refcursor;

V Boolean;

Vrow emp%rowtype;

Begin

V:=f(vrec1);

Loop

Fetch vrec1 into vrow;

DOPL(vrow.ename);

Exit when vrec1%not found;

End loop;

End;

**Output:-** It will be 13 records:

Black

Clak

.

.

.

* Here points the second record in emp.
* Create or replace function f return sys\_refcursor is

Vrec sys\_refcursor;

Vrec1 sys\_refcursor;

Begin

Open vrec for select \* from emp;

Vrec1:=vrec;

Close vrec; //here ‘close vrec’ closes both the cursors.

Return vrec1;

End f;

Declare

Vrec2 sys\_refcursor;

Vrow emp%rowtype;

Begin

Vrec2:=f;

Loop

Fetch vrec2 into vrow;

DOPL(vrow.ename);

Exit when vrec2%notfound;

End loop;

End;

**Analyzing PL/SQL code:-**

* By using ‘format-call-stack” procedure we will sequentially trace out the program calls so , to analyse the coading as shown in the following eg. (or) snippet.
* Create or replace procedure p is

Begin

DOPL(‘dbms\_utility.format\_call\_stack’);

End;

Create or replace procedure p1 is

Begin

P;

End p1;

Create or replace procedure p2 is

Begin

P1;

End p2;

Procedure created.

Begin

P2;

End;

PL/SQL call stack

|  |  |
| --- | --- |
| **Lienumber** | **Object** |
| 3 | Procedure APPs-p |
| 3 | Procedure |
| 3 | Procedure apps.p2 |
| 2 | Anonymous block |

**Atomics of program (or) PL/SQL program:-**

Identifiers->literals->delimiters->comments

Identifiers are also derived as:

Constants, variables, packages, cursors, exceptions.

* If program is length at that time we have to know where calling happened to know the line numbers for easy identification we use above package.

**/\***

**…….**

**………**

**\*/**

**Note:-**

If you want to execute to multiple lines we give like this.

**/\***

**……**

**……..**

**/\***

**…..**

**……**

**\*/**

**…….**

**….....**

**\*/**

**Note:-**

**We can’t nest comment in comment.**

**Instead of trigger:-**

* This trigger is for views, to perform DML operations on complex views will not be allowed directly, but by using instead of trigger it is passible.
* This trigger is always a rowlevel trigger even if you won’t mention the “for each row” clause.
* Defining instead of trigger on tables ends with an error.
* Create table vtabl(sno number(5));
* Create table vtab2(loc varchar2(10);
* Create view comview as select \* from vtab1, vtab2;
* Insert into comview values(10,’hyd’);

**Error:**

Can not modify a column which maps to a non key preserved data.

Create or replace triggr comtrig

Instead of insert on comview;

Begin

Insert into vtab1 values(:new.sno);

Insert into vtab2 values(:new.loc);

End;

Insert into comview values(10,’hyd’);//here insertion is successfully happening on view.

**Note:-**DML operation can’t perform on complex views. But as in the above case trigger is inserting the values before insertion.

**Mutating error:-**

* We get this error when a row level trigger attempts to read or write the table from which it was raised.
* You won’t get this error in statement level.
* Create or replace trigger muttrig Before update on vtab1

For each row

Declare

Vno number95);

Begin

Select sno into vno from vtab1 where sno=30;

End;

* Update vtab1 set sno=50;

Error: table apps.vtab1 is mutating, trigger/function may not see it.

* To Avoid Mutating Errors We Use “Pragma Atonomous Transaction” (or) we can also use “statement level trigger”.